1. **Few Facts of Java-**

* Java is Object Oriented. However, it is not considered as pure object oriented as it provides support for primitive data types (like int, char, etc)
* The Java codes are first compiled into byte code (machine independent code). Then the byte code is run on Java Virtual Machine (JVM) regardless of the underlying architecture.
* Java syntax is similar to C/C++. But Java does not provide low level programming functionalities like pointers. Also, Java codes are always written in the form of classes and objects.

1. **JDK, JRE and JVM?**

Ans- JVM, JRE and JDK all three are platform dependent because configuration of each Operating System is different. But Java is platform independent.

* **JDK (Java Development Kit)** : The Java Development Kit (JDK) is a software development environment used for developing Java applications and applets.

It includes the Java Runtime Environment (JRE), an interpreter/loader (java), a compiler (javac), an archiver (jar), a documentation generator (javadoc) and other tools needed in Java development.

* **JRE (Java Runtime Environment) :** JRE contains the parts of the Java libraries required to run Java programs and is intended for end users. JRE can be view as a subset of JDK.

It combines the Java Virtual Machine (JVM), platform core classes and supporting libraries.

JRE is part of the Java Development Kit (JDK) but can be downloaded separately. JRE was originally developed by Sun Microsystems Inc., a wholly-owned subsidiary of Oracle Corporation

* **JVM**: JVM (Java Virtual Machine) is an abstract machine. It is a specification that provides runtime environment in which java bytecode can be executed line by line. JVMs are available for many hardware and software platforms.

1. **Important Features of Java**

Ans-

* **Simple**
* **Platform Independent**
* **Architectural Neutral:** A Language or Technology is said to be Architectural neutral which can run on any available processors in the real world without considering their development and compilation.
* **Portable:** If any language supports platform independent and architectural neutral feature known as portable.
* **Multi-Threading:** A flow of control is known as a thread. When any Language executes multiple thread at a time that language is known as multithreaded e. It is multithreaded.
* **Distributed:** Using this language we can create distributed applications. In distributed application multiple client system depends on multiple server systems so that even problem occurred in one server will never be reflected on any client system.
* **Networked:** It is mainly designed for web-based applications, J2EE is used for developing network-based applications.
* **Robust:** Simply means of Robust are strong. It is robust or strong Programming Language because of its capability to handle Run-time Error, automatic garbage collection
* **Dynamic:** It supports Dynamic memory allocation due to this memory wastage is reduce and improve performance of the application.
* **Secured:** It is a more secure language compared to other language; In this language, all code is covered in byte code after compilation which is not readable by human.
* **Object Oriented:** It supports OOP's concepts because of this it is most secure language

1. **Naming conventions in Java?**

Ans- They must be followed while developing software in java for good maintenance and readability of code. Java uses CamelCase as a practice for writing names of methods, variables, classes, packages and constants.

Classes and Interfaces- First letter of each word should be capitalized.

Methods- first letter should be in lowercase and first letter of each word capitalized.

Variables- Should not start with “$” and “\_”. One-character variable names should be avoided for temporary variables.

Constant- Should be all uppercase and separated by “\_”

Package- should be in lowercase.

1. **How JVM works?**

Ans- JVM (Java Virtual Machine) acts as a run-time engine to run Java applications. JVM is the one that actually calls the **main** method present in a java code. JVM is a part of JRE(Java Runtime Environment).

Java applications are called WORA (Write Once Run Anywhere). This means a programmer can develop Java code on one system and can expect it to run on any other Java enabled system without any adjustment. This is all possible because of JVM.
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**Class Loader Subsystem**  
It is mainly responsible for three activities.

* Loading
* Linking
* Initialization

**Loading:** The Class loader reads the *.class* file, generate the corresponding binary data and save it in method area. For each *.class* file, JVM stores following information in method area.

* Fully qualified name of the loaded class and its immediate parent class.
* Whether *.class* file is related to Class or Interface or Enum
* Modifier, Variables and Method information etc.

After loading *.class* file, JVM creates an object of type Class to represent this file in the heap memory.

This Class object can be used by the programmer for getting class level information like name of class, parent name, methods and variable information etc

***Student s1 = new Student();***

***// Getting hold of Class object created by JVM.***

***Class c1 = s1.getClass();***

***// Printing type of object using c1.***

***System.out.println(c1.getName());***

***// getting all methods in an array***

***Method m[] = c1.getDeclaredMethods();***

***for (Method method : m)***

***System.out.println(method.getName());***

***// getting all fields in an array***

***Field f[] = c1.getDeclaredFields();***

***for (Field field : f)***

***System.out.println(field.getName());***

**Note:** For every loaded *.class* file, only **one** object of Class is created.

Student s2 = new Student();

// c2 will point to same object where

// c1 is pointing

Class c2 = s2.getClass();

System.out.println(c1==c2); // true

**Linking :** Performs verification, preparation, and (optionally) resolution.

* *Verification* : It ensures the correctness of *.class* file i.e. it check whether this file is properly formatted and generated by valid compiler or not. If verification fails, we get run-time exception *java.lang.VerifyError*.
* *Preparation* : JVM allocates memory for class variables and initializing the memory to default values.
* *Resolution* : It is the process of replacing symbolic references from the type with direct references. It is done by searching into method area to locate the referenced entity.

**Initialization :** In this phase, all static variables are assigned with their values defined in the code and static block(if any). This is executed from top to bottom in a class and from parent to child in class hierarchy.  
In general, there are three class loaders :

* ***Bootstrap class loader*** : Every JVM implementation must have a bootstrap class loader, capable of loading trusted classes. It loads core java API classes present in *JAVA\_HOME/jre/lib* directory. This path is popularly known as bootstrap path. It is implemented in native languages like C, C++.
* ***Extension class loader*** : It is child of bootstrap class loader. It loads the classes present in the extensions directories *JAVA\_HOME/jre/lib/ext*(Extension path) or any other directory specified by the java.ext.dirs system property. It is implemented in java by the *sun.misc.Launcher$ExtClassLoader* class.
* ***System/Application class loader***: It is child of extension class loader. It is responsible to load classes from application class path. It internally uses Environment Variable which mapped to java.class.path. It is also implemented in Java by the *sun.misc.Launcher$AppClassLoader* class.

**Note :**JVM follow Delegation-Hierarchy principle to load classes. System class loader delegate load request to extension class loader and extension class loader delegate request to boot-strap class loader. If class found in boot-strap path, class is loaded otherwise request again transfers to extension class loader and then to system class loader. At last if system class loader fails to load class, then we get run-time exception *java.lang.ClassNotFoundException*.

Java ClassLoader is hierarchical and whenever a request is raised to load a class, it delegates it to its parent and in this way uniqueness is maintained in the runtime environment. If the parent class loader doesn’t find the class then the class loader itself tries to load the class.
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As you can see that [java.util.HashMap](https://www.journaldev.com/11560/java-hashmap" \t "_blank) ClassLoader is coming as null that reflects Bootstrap ClassLoader whereas DNSNameService ClassLoader is ExtClassLoader. Since the class itself is in CLASSPATH, System ClassLoader loads it.

When we are trying to load [HashMap](https://www.journaldev.com/11560/java-hashmap), our System ClassLoader delegates it to the Extension ClassLoader, which in turns delegates it to Bootstrap ClassLoader that found the class and load it in JVM.

The same process is followed for DNSNameService class but Bootstrap ClassLoader is not able to locate it since it’s in $JAVA\_HOME/lib/ext/dnsns.jar and hence gets loaded by Extensions Classloader

**JVM Memory**  
**Method area: In** method area, all class level information like class name, immediate parent class name, methods and variables information etc. are stored, including static variables. There is only one method area per JVM, and it is a shared resource.

**Heap area: Information** of all objects is stored in heap area. There is also one Heap Area per JVM. It is also a shared resource.

**Stack area: For** every thread, JVM create one run-time stack which is stored here. Every block of this stack is called activation record/stack frame which store methods calls. All local variables of that method are stored in their corresponding frame. After a thread terminate, it’s run-time stack will be destroyed by JVM. It is not a shared resource.

**PC Registers: Store** address of current execution instruction of a thread. Obviously each thread has separate PC Registers.

**Native method stacks :**For every thread, separate native stack is created. It stores native method information.

**Execution Engine**  
Execution engine execute the *.class* (bytecode). It reads the byte-code line by line, use data and information present in various memory area and execute instructions. It can be classified in three parts:-

* ***Interpreter*:** It interprets the bytecode line by line and then executes. The disadvantage here is that when one method is called multiple times, every time interpretation is required.
* ***Just-In-Time Compiler (JIT****)* : It is used to increase efficiency of interpreter. It compiles the entire bytecode and changes it to native code so whenever interpreter see repeated method calls, JIT provide direct native code for that part so re-interpretation is not required, thus efficiency is improved.
* ***Garbage Collector***: It destroy un-referenced objects.

**Java Native Interface (JNI):**  
It is an interface which interacts with the Native Method Libraries and provides the native libraries(C, C++) required for the execution. It enables JVM to call C/C++ libraries and to be called by C/C++ libraries which may be specific to hardware.

**Native Method Libraries:**  
It is a collection of the Native Libraries(C, C++) which are required by the Execution Engine.

1. **JVM Shutdown Hook in Java?**

Ans- Shutdown Hooks are a special construct that allows developers to plug in a piece of code to be executed when the JVM is shutting down. This comes in handy in cases where we need to do special clean up operations in case the VM is shutting down.

***public class ShutDownHook***

***{***

***public static void main(String[] args)***

***{***

***Runtime.getRuntime().addShutdownHook(new Thread()  {***

***public void run()       {***

***System.out.println("Shutdown Hook is running !");***

***}***

***});***

***System.out.println("Application Terminating ...");***

***}***

***}***

Output:

Application Terminating ...

Shutdown Hook is running !

**Note: *Shutdown hooks are called when the application terminates normally*** *(when all threads finish, or when System.exit(0) is called). Also, when the JVM is shutting down due to external causes such as a user requesting a termination (Ctrl+C), a SIGTERM being issued by O/S (normal kill command, without -9), or when the operating system is shutting down.*

***It is not guaranteed that shutdown hooks will always run.*** *If the JVM crashes due to some internal error, then it might crash down without having a chance to execute a single instruction. Also, if the O/S gives a SIGKILL (http://en.wikipedia.org/wiki/SIGKILL) signal (kill -9 in Unix/Linux) or TerminateProcess (Windows), then the application is required to terminate immediately without doing even waiting for any cleanup activities.*

***We can have more than one Shutdown Hooks,*** *The JVM can execute shutdown hooks in any arbitrary order. Moreover, the JVM might execute all these hooks concurrently.*

**Once shutdown sequence starts, it can be stopped by Runtime.halt() only.**

1. **If a .java file has more than one class then each class will compile into a separate class files.**
2. **Does JVM create an object of class Main?**

Ans- The answer is “No”. We have studied that the reason for main() static in Java is to make sure that the main() can be called without any instance. To justify the same, we can see that the following program compiles and runs fine.

|  |
| --- |
| Not Main is abstract  **abstract class Main {**  **public static void main(String args[])  {**  **System.out.println("Hello");**  **} }** |

Output:

Hello

Since we can’t create object of [abstract classes in Java](https://www.geeksforgeeks.org/abstract-classes-in-java/), it is guaranteed that object of class with main() is not created by JVM.

1. **What makes it JAVA as platform independent language?**

Ans-  A compiler is a program that translates the source code for another program from a programming language into executable code.  
This executable code may be a sequence of machine instructions that can be executed by the CPU directly, or it may be an intermediate representation that is interpreted by a virtual machine. This intermediate representation in Java is the **Java Byte Code.**

**Step by step Execution of Java Program:**

* Whenever, a program is written in JAVA, the javac compiles it.
* The result of the JAVA compiler is the **.class file or the bytecode** and not the machine native code (unlike C compiler).
* The bytecode generated is a non-executable code and needs an interpreter to execute on a machine. This interpreter is the JVM and thus the Bytecode is executed by the JVM.
* And finally, program runs to give the desired output.
* So here bytecode make JAVA language as platform independent and also portable.

In case of C or C++ (language that are not platform independent), the compiler generates an .exe file which is OS dependent. When we try to run this .exe file on another OS it does not run, since it is OS dependent and hence is not compatible with the other OS.

**Java is platform independent but JVM is platform dependent.**

1. **JDBC?**

Ans-It is an application programming interface (API) for the programming language Java, which defines how a client may access any kind of tabular data, especially relational database.

t acts as a middle layer interface between java applications and database.

The JDBC classes are contained in the Java Package **java.sql** and **javax.sql**.  
JDBC helps you to write Java applications that manage these three programming activities:

1. Connect to a data source, like a database.
2. Send queries and update statements to the database
3. Retrieve and process the results received from the database in answer to your query

JDBC drivers are client-side adapters (installed on the client machine, not on the server) that convert requests from Java programs to a protocol that the DBMS can understand. There are 4 types of JDBC drivers:

1. Type-1 driver or JDBC-ODBC bridge driver
2. Type-2 driver or Native-API driver
3. Type-3 driver or Network Protocol driver
4. Type-4 driver or Thin driver: This driver interacts directly with database. It does not require any native database library, that is why it is also known as Thin Driver.

* Does not require any native library and Middleware server, so no client-side or server-side installation.
* It is fully written in Java language, hence they are portable drivers.

**Which Driver to use When?**

* If you are accessing one type of database, such as Oracle, Sybase, or IBM, the preferred driver type is type-4.
* If your Java application is accessing multiple types of databases at the same time, type 3 is the preferred driver.
* Type 2 drivers are useful in situations, where a type 3 or type 4 driver is not available yet for your database.
* The type 1 driver is not considered a deployment-level driver and is typically used for development and testing purposes only.

1. **Is main method compulsory in Java?**

Ans- Prior to JDK 7, the main method was not mandatory in a java program. You could write your full code under [static block](https://www.geeksforgeeks.org/g-fact-79/) and it ran normally.

* The static block is first executed as soon as the class is loaded before the main();
* It will run static block first and then it will see no main() is there. Therefore, it will give **“exception”**, as exception comes while execution. However, if we don’t want an exception, we can terminate the program by System.exit(0);
* From JDK7 main method is mandatory. The compiler will verify first, whether main() is present or not. If your program doesn’t contain the main method, then you will get an **error** “main method not found in the class”. It will give an error (byte code verification error because in it’s byte code, main is not there) not an exception because the program has not run yet.

1. **In java file name and class name should be the same if the class is declared as public.**
2. **In Java, Using predefined class name as Class or Variable name is allowed but you cannot use a keyword as name of a class, name of a variable nor the name of a folder used for package**.

**// Number is predefined class name in java.lang package**

// Note : java.lang package is included in every java program by default

public class Number

**{**

**public static void main (String[] args)     {**

**System.out.println("It works"); }}**

***Output: It works***

**Using String as User Defined Class:**

|  |
| --- |
| **// String is predefined class name in java.lang package**  **// Note : java.lang package is included in every java program by default**  **public class String**  **{**  **public static void main (String[] args)   {**  **System.out.println("I got confused");  } }** |

However, in this case you will get run-time error like this:  [Main thread](https://www.geeksforgeeks.org/main-thread-java/)is looking for main method() with predefined **String class** array argument. But here, it got main method() with user defined String class. Whenever Main thread will see a class name, it tries to search that class scope by scope.

First it will see in your program, then in your package.If not found, then [JVM](https://www.geeksforgeeks.org/jvm-works-jvm-architecture/) follows delegation hierarchy principle to load that class.Hence you will get run-time error. To fix, write this -**public static void main (java.lang.String[] args)**

1. Identifiers are used for identification purpose. In Java, an identifier can be a class name, method name, variable name or a label. It should be alphanumeric character or “$” or “\_” and should not start with the digit, are case-sensitive and reserved words can’t be used as an identifier.
2. values of type boolean are not converted implicitly or explicitly (with casts) to any other type
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**By default, fraction value is double in java and use byte and short if memory is a constraint.**

1. **Enum in java?**

Ans-Enumerations serve the purpose of representing a group of named constants like the planets, days of the week, colors, directions, etc.

* Enums are used when we know all possible values at **compile time**.
* It is not necessary that the set of constants in an enum type stay **fixed** for all time.
* In Java, we can also add variables, methods and constructors to it. The main objective of enum is to define our own data types(Enumerated Data Types).
* Enum declaration can be done outside a Class or inside a Class but not inside a Method.

**enum Color**

**{**

**RED, GREEN, BLUE;**

**}**

**public class Test {**

**public static void main(String[] args) {**

**Color c1 = Color.RED;**

**System.out.println(c1);**

**} }**

**Output:RED**

* First line inside enum should be list of constants and then other things like methods, variables and constructor.
* Every enum internally implemented by using Class.

/\* internally above enum Color is converted to

class Color

{

public static final Color RED = new Color();

public static final Color BLUE = new Color();

public static final Color GREEN = new Color();

}\*/

* Every enum constant represents an **object** of type enum.
* Enum type can be passed as an argument to **switch** statement.
* Every enum constant is always implicitly **public static final**. Since it is **static**, we can access it by using enum Name. Since it is **final**, we can’t create child enums.
* We can declare **main() method** inside enum. Hence we can invoke enum directly from the Command Prompt.
* All enums implicitly extend **java.lang.Enum class**. As a class can only extend **one** parent in Java, so an enum cannot extend anything else.
* **toString() method** is overridden in **java.lang.Enum class**,which returns enum constant name but enum can implement many interfaces.
* **Enum methods**- These methods are present inside **java.lang.Enum**.
* **values() method** can be used to return all values present inside enum.
* Order is important in enums.By using **ordinal() method**, each enum constant index can be found, just like array index.
* **valueOf() method** returns the enum constant of the specified string value, if exists

**enum Color**

**{**

**RED, GREEN, BLUE;**

**}**

**public class Test**

**{**

**public static void main(String[] args)**

**{**

**// Calling values()**

**Color arr[] = Color.values();**

**// enum with loop**

**for (Color col : arr)**

**{**

**// Calling ordinal() to find index**

**// of color.**

**System.out.println(col + " at index "**

**+ col.ordinal());**

**}**

**// Using valueOf(). Returns an object of Color with given constant.**

**// Uncommenting second line causes exception IllegalArgumentException**

**System.out.println(Color.valueOf("RED"));**

**// System.out.println(Color.valueOf("WHITE"));**

**}**

**}**

Output: RED at index 0

GREEN at index 1

BLUE at index 2

RED

**enum and constructor :**

* enum can contain constructor and it is executed separately for each enum constant at the time of enum class loading.
* We can’t create enum objects explicitly and hence we can’t invoke enum constructor directly.

**enum and methods :**

* enum can contain **concrete** methods only i.e. no any **abstract** method.

|  |
| --- |
| **// Java program to demonstrate that enums can have constructor**  **// and concrete methods.**    **// An enum (Note enum keyword inplace of class keyword)**  **enum Color**  **{**  **RED, GREEN, BLUE;**    **// enum constructor called separately for each constant**  **private Color()**  **{**  **System.out.println("Constructor called for : " + this.toString());**  **}**    **// Only concrete (not abstract) methods allowed**  **public void colorInfo()**  **{**  **System.out.println("Universal Color");**  **}**  **}**    **public class Test**  **{**  **public static void main(String[] args)**  **{**  **Color c1 = Color.RED;**  **System.out.println(c1);**  **c1.colorInfo();**  **}**  **}** |

Output:

Constructor called for : RED

Constructor called for : GREEN

Constructor called for : BLUE

RED

Universal Color

1. **Enum with customized value in Java?**

Ans-By default enums have their own string values, we can also assign some custom values to enums.

|  |
| --- |
| **enum TrafficSignal**  **{**  **// This will call enum constructor with one**  **// String argument**  **RED("STOP"), GREEN("GO"), ORANGE("SLOW DOWN");**    **// declaring private variable for getting values**  **private String action;**    **// getter method**  **public String getAction()**  **{**  **return this.action;**  **}**    **// enum constructor - cannot be public or protected**  **private TrafficSignal(String action)**  **{**  **this.action = action;**  **}**  **}**  **public class EnumConstructorExample**  **{**  **public static void main(String args[])**  **{**  **// let's print name of each enum and there action**  **TrafficSignal[] signals = TrafficSignal.values();**    **for (TrafficSignal signal : signals)**  **{**  **// use getter method to get the value**  **System.out.println("name : " + signal.name() +  " action: " + signal.getAction() );**  **}**  **}**  **}** |

Output:

name : RED action: STOP

name : GREEN action: GO

name : ORANGE action: SLOW DOWN

1. We have to create parameterized constructor for this enum class. Why? Because as we know that enum class’s object can’t be create explicitly so for initializing we use parameterized constructor. And the constructor cannot be the public or protected it must have private or default modifiers. Why? if we create public or protected, it will allow initializing more than one objects. This is totally against enum concept.
2. We have to create one getter method to get the value of enums.

Here enum have three members- RED, GREEN and YELLOW which have their own different custom values- STOP,GO and SLOW DOWN.

1. **Scope of a variable is the part of the program where the variable is accessible.**

Member variable has class level scope, local variables has method level scope and loop variables has block scope means outside the loop they are not accessible and will get error at compile time

When a method has the same local variable as a member, this keyword can be used to reference the current class variable.

1. **Final variables?**

Ans- A final variable in Java can be assigned a value only once, we can assign a value either in declaration or later. They are used to create immutable objects (objects whose members can’t be changed once initialized).

A **blank final** variable in Java is a [final](https://www.geeksforgeeks.org/g-fact-48/) variable that is not initialized during declaration. Values must be assigned in constructor, we do this because but if we initialize here, then all objects get the same value. So, we use blank final.

**class Test**

**{**

**final public int i;**

**Test(int val)**

**{  this.i = val;  }**

**Test()**

**{        // Calling Test(int val)**

**this(10);   }**

**public static void main(String[] args)**

**{**

**Test t1 = new Test();**

**System.out.println(t1.i);**

**Test t2 = new Test(20);**

**System.out.println(t2.i);**

**}**

**}**

**Output:**

**10**

**20**

**If we have more than one constructors or overloaded constructor in class, then blank final variable must be initialized in all of them. However constructor chaining can be used to initialize the blank final variable.**

In Java, non-static final variables can be assigned a value either in constructor or with the declaration. But, static final variables cannot be assigned value in constructor; they must be assigned a value with their declaration.

1. **For-each loop?**

**Ans-** For-each is another array traversing technique like other loops. Instead of declaring and initializing a loop counter variable, you declare a variable that is the same type as the base type of the array, followed by a colon, which is then followed by the array name.

for (type var : array) {

statements using var;

}

**Limitations of for-each loop**

1. For-each loops are**not appropriate when you want to modify the array**

for (int num : marks)

{

// only changes num, not the array element

num = num\*2;

}

1. For-each loops **do not keep track of index**. So we can not obtain array index using For-Each loop

for (int num : numbers)

{

if (num == target)

{

return ???; // do not know the index of num

}

}

1. For-each **only iterates forward over the array in single steps**

// cannot be converted to a for-each loop

for (int i=numbers.length-1; i>0; i--)

{

System.out.println(numbers[i]);

}

1. For-each **cannot process two decision making statements** at once

// cannot be easily converted to a for-each loop

for (int i=0; i<numbers.length; i++)

{

if (numbers[i] == arr[i])

{ ...

}

}

1. **Switch case?**

**Ans-** Expression can be of type byte, short, int, char or an enumeration. Beginning with JDK7, *expression* can also be of type String.

* Duplicate case values are not allowed.
* The value for a case must be a constant or a literal. Variables are not allowed.
* The default statement is optional. Can be placed anywhere inside the switch block.
* The break statement is used inside the switch to terminate a statement sequence.
* The break statement is optional. If omitted, execution will continue into the next case.
* We can use a switch as part of the statement sequence of an outer switch. This is called a nested switch

**Break:** In Java, break is majorly used for:

* Terminate a sequence in a switch statement (discussed above).
* To exit a loop.

**Continue:**  That is, you might want to continue running the loop but stop processing the remainder of the code in its body for this particular iteration.

1. **String in switch statements?**

Ans- **Important Points:**

* **Expensive operation:**Switching on strings can be more expensive in term of execution than switching on primitive data types. Therefore, it is best to switch on strings only in cases in which the controlling data is already in string form.
* **String should not be NULL:** Ensure that the expression in any switch statement is not null while working with strings to prevent a NullPointerException from being thrown at run-time.
* **Case Sensitive Comparison:**The switch statement compares the String object in its expression with the expressions associated with each case label as if it were using the String.equals method; consequently, the comparison of String objects in switch statements is case sensitive.
* **Better than if-else:** The Java compiler generates generally more efficient bytecode from switch statements that use String objects than from chained if-then-else statements.

1. Unlike C++, we don’t need [forward declarations](http://en.wikipedia.org/wiki/Forward_declaration) in Java. Identifiers (class and method names) are recognized automatically from source files.The Java program compiles and runs fine. Note that Test1 and fun() are not declared before their use.
2. **The widening primitive conversion happens only when a operator like ‘+’ is present between the operands**.

* The result of adding Java chars, shorts or bytes is an int:
* If either operand is of type double, the other is converted to double.
* Otherwise, if either operand is of type float, the other is converted to float.
* Otherwise, if either operand is of type long, the other is converted to long.
* Otherwise, **both operands are converted to type int**

System.out.print("Y" + "O");

      System.out.print('L' + 'O');

*When we use double quotes, the text is treated as a string and “YO” is printed, but when we use single quotes, the characters ‘L’ and ‘O’ are converted to int. This is called widening primitive conversion. After conversion to integer, the numbers are added ( ‘L’ is 76 and ‘O’ is 79) and 155 is printed.*

1. **Type conversion in Java?**

Ans- Widening conversion takes place when two data types are automatically converted else they need to be casted or converted explicitly. F. This happens when:

* The two data types are compatible.
* When we assign value of a smaller data type to a bigger data type

**Widening or Automatic Type Conversion:** *Byte -> Short -> Int -> Long -> Float ->Double*

|  |
| --- |
| **int i = 100;**    **//automatic type conversion**  **long l = i;**    **//automatic type conversion**  **float f = l;**  **System.out.println("Int value "+i);**  **System.out.println("Long value "+l);**  **System.out.println("Float value "+f);** |

**Output:**

Int value 100

Long value 100

Float value 100.0

**Narrowing or Explicit Conversion**

If we want to assign a value of larger data type to a smaller data type we perform explicit type casting or narrowing.

*Double -> Float -> Long ->Int ->Short ->byte*

**Ex-1 char and number are not compatible with each other**

**char ch = 'c';**

**int num = 88;**

**ch = num;**

**Output:** incompatible types: possible lossy conversion from int to char

ch = num;

**Ex-2 double d = 100.04;**

**//explicit type casting**

**long l = (long)d;**

**//explicit type casting**

**int i = (int)l;**

**System.out.println("Double value "+d);**

**//fractional part lost**

**System.out.println("Long value "+l);**

**//fractional part lost**

**System.out.println("Int value "+i);**

Output:

Double value 100.04

Long value 100

Int value 100

Ex-3 While assigning value to byte type the fractional part is lost and is reduced to modulo 256(range of byte).

**byte b;**

**int i = 257;**

**double d = 323.142;**

**System.out.println("Conversion of int to byte.");**

**//i%256**

**b = (byte) i;**

**System.out.println("i = " + i + " b = " + b);**

**System.out.println("\nConversion of double to byte.");**

**//d%256**

**b = (byte) d;**

**System.out.println("d = " + d + " b= " + b);**

Output:

Conversion of int to byte.

i = 257 b = 1

Conversion of double to byte.

d = 323.142 b = 67

1. **Explicit type casting in Expressions?**

Ans- While evaluating expressions, the result is automatically updated to larger data type of the operand. But if we store that result in any smaller data type it generates compile time error, due to which we need to type cast the result.

***byte b = 50;***

***//type casting int to byte***

***b = (byte)(b \* 2);***

1. **Type promotion in Expressions**

Ans- While evaluating expressions, the intermediate value may exceed the range of operands and hence the expression value will be promoted. Some conditions for type promotion

* Java automatically promotes each byte, short, or char operand to int when evaluating an expression.
* if one operand is a long, float or double the whole expression is promoted to long, float or double respectively.

1. **Null in Java?**

Ans- a) **== and !=**The comparison and not equal to operators are allowed with null in Java.

b) We cannot call a non-static method on a reference variable with null value, it will throw NullPointerException, but we can call static method with reference variables with null values. Since static methods are bonded using static binding, they won’t throw Null pointer Exception.

c) the java instanceof operator is used to test whether the object is an instance of the specified type (class or subclass or interface). At run time, the result of the instanceof operator is true if the value of the Expression is not null.

d) null is not Object or neither a type. It’s just a special value, which can be assigned to any reference type and you can type cast null to any type

e) **null is Case sensitive:** null is literal in Java and because keywords are **case-sensitive** in java, we can’t write NULL or 0 as in C language. It will throw compile-time error : can't find symbol 'NULL' *Object obj = NULL;*

1. A new feature was introduced by JDK 7 which allows to **write numeric literals using the underscore character**. Numeric literals are broken to enhance the readability.

***int inum = 1\_00\_00\_000;***

***System.out.println("inum:" + inum);***

***long lnum = 1\_00\_00\_000;***

***System.out.println("lnum:" + lnum);***

***float fnum = 2.10\_001F;***

***System.out.println("fnum:" + fnum);***

***double dnum = 2.10\_12\_001;***

***System.out.println("dnum:" + dnum);***

**Output:**

inum: 10000000

lnum: 10000000

fnum: 2.10001

dnum: 2.1012001

1. **Binary search in JAVA?**

Ans- It can be done in 2 ways:

1. [Arrays.binarysearch()](https://www.geeksforgeeks.org/arrays-binarysearch-java-examples-set-1/)works for arrays which can be of primitive data type also

*int arr[] = { 10, 20, 15, 22, 35 };*

***Arrays.sort(arr);***

*int key = 22;*

***int res = Arrays.binarySearch(arr, key);***

*if (res >= 0)*

*System.out.println(key + " found at index = "*

*+ res);*

*else*

*System.out.println(key + " Not found");*

*key = 40;*

*res = Arrays.binarySearch(arr, key);*

*if (res >= 0)*

*System.out.println(key + " found at index = "*

*+ res);*

*else*

*System.out.println(key + " Not found")*

**Output:**

22 found at index = 3

* 1. ot found

1. [Collections.binarysearch()](https://www.geeksforgeeks.org/collections-binarysearch-java-examples/) works for objects Collections like [ArrayList](https://www.geeksforgeeks.org/arraylist-in-java/) and [LinkedList](http://geeksquiz.com/linked-list-in-java/).

*List<Integer> al = new ArrayList<Integer>();*

*al.add(1);*

*al.add(2);*

*al.add(3);*

*al.add(10);*

*al.add(20);*

*// 10 is present at index 3.*

*int key = 10;*

***int res = Collections.binarySearch(al, key);***

*if (res >= 0)*

*System.out.println(key + " found at index = "*

*+ res);*

*else*

*System.out.println(key + " Not found");*

*key = 15;*

*res = Collections.binarySearch(al, key);*

*if (res >= 0)*

*System.out.println(key + " found at index = "*

*+ res);*

*else*

*System.out.println(key + " Not found");*

*Note:*

*Q-* **What if input is not sorted?**  
A- If input list is not sorted, the results are undefined.

Q-**What if there are duplicates?**  
A- If there are duplicates, there is no guarantee which one will be found.

Q- **What is significant value of negative value returned by both functions?**  
A- The function returns an index of the search key, if it is contained in the array; otherwise, (-(insertion point) – 1).

1. Sorting in JAVA?

Ans- There are two in-built methods to sort in Java.

1. [Arrays.Sort()](https://www.geeksforgeeks.org/arrays-sort-in-java-with-examples/) works for arrays which can be of primitive data type also
2. [Collections.sort()](https://www.geeksforgeeks.org/collections-sort-java-examples/) works for objects Collections like ArrayList and LinkedList.

*Note:*

*Q-* **Which sorting algorithm does Java use in sort()?**  
A- Previously, Java’s Arrays.sort method used Quicksort for arrays of primitives and Merge sort for arrays of objects. In the latest versions of Java, Arrays.sort method and Collection.sort() uses Timsort.

**Q-Which order of sorting is done by default?**  
A- It by default sorts in ascending order.

**Q-How to sort array or list in descending order?**  
A-It can be done with the help of Collections.reverseOrder().

**Arrays.sort(arr, Collections.reverseOrder());**

**Collections.sort(al, Collections.reverseOrder());**

Q- **How to sort only a subarray**

1. Sort subarray from index 1 to 4, i.e.,

**// only sort subarray {7, 6, 45, 21} and keep other elements as it is.**

**Arrays.sort(arr, 1, 5);**

1. **Class and objects?**

**Ans-** A class is a user defined blueprint or prototype from which objects are created.  It represents the set of properties or methods that are common to all objects of one type.

An object represents the real-life entities which consists of –

1. **State**: It is represented by attributes of an object. It also reflects the properties of an object.
2. **Behavior**: It is represented by methods of an object. It also reflects the response of an object with other objects.
3. **Identity**: It gives a unique name to an object and enables one object to interact with other objects.

Example of an object: dog

*Identity: Name of the dog*

*State: Breed, age, color*

*Behaviour: Bark, Sleep and eat*

In Java, when we only declare a variable of a class type, only a reference is created (memory is not allocated for the object). To allocate memory to an object, we must use new(). So the object is always allocated memory on heap.

1. **Ways to create object in Java?**

**Ans-**

1. **Using new keyword**

// creating object of class Test

Test t = new Test();

1. **Using Class.forName(String className) method:** If we know the name of the class & if it has a public default constructor we can create an object. Class.forName actually loads the Class in Java but doesn’t create any Object. To Create an Object of the Class you have to use the new Instance Method of the Class.

// creating object of public class Test

// consider class Test present in com.p1 package

Test obj = (Test)Class.forName("com.p1.Test").newInstance();

1. **Using clone() method**: clone() method is present in Object class. Whenever clone() is called on any object, the JVM actually creates a new object and copies all content of the previous object into it. Creating an object using the clone method does not invoke any constructor.  
   To use clone() method on an object we need to implement **Cloneable** and define the clone() method in it.

public class Test implements Cloneable

{

@Override

protected Object clone() throws CloneNotSupportedException

{

return super.clone();

}

}

// creating object of class Test

Test t1 = new Test();

// creating clone of above object

Test t2 = (Test)t1.clone();

1. **Deserialization**: De-serialization is technique of reading an object from the saved state in a file.

Whenever we serialize and then deserialize an object, JVM creates a separate object. In **deserialization**, JVM doesn’t use any constructor to create the object.  
To deserialize an object we need to implement the Serializable interface in the class.

FileInputStream file = new FileInputStream(filename);

ObjectInputStream in = new ObjectInputStream(file);

Object obj = in.readObject();

1. **Swapping objects in JAVA?**

Ans- What if we don’t know members of Car or the member list is too big. This is a very common situation as a class that uses some other class may not access members of other class.

Using wrapper class it is possible to do that even if the user class doesn’t have access to members of the class whose objects are to be swapped.

If we create a wrapper class that contains references of Car, we can swap cars by swapping references of wrapper class.

*// A Wrapper over class that is used for swapping*

*class CarWrapper*

*{*

*Car c;*

*// Constructor*

*CarWrapper(Car c)   {this.c = c;}*

*}*

*// A Class that use Car and swaps objects of Car*

*// using CarWrapper*

*class Main*

*{*

*// This method swaps car objects in wrappers*

*// cw1 and cw2*

*public static void swap(CarWrapper cw1,*

*CarWrapper cw2)*

*{*

*Car temp = cw1.c;*

*cw1.c = cw2.c;*

*cw2.c = temp;*

*}*

*}*

public static void main(String[] args)

     {

        Car c1 = new Car(101, 1);

        Car c2 = new Car(202, 2);

        CarWrapper cw1 = new CarWrapper(c1);

        CarWrapper cw2 = new CarWrapper(c2);

        swap(cw1, cw2);

        cw1.c.print();

        cw2.c.print();

     }

1. **Inheritance in Java?**

Ans- It is the mechanism in java by which one class is allow to inherit the features (fields and methods) of another class. Inheritance supports the concept of “reusability”, i.e. when we want to create a new class and there is already a class that includes some of the code that we want, we can derive our new class from the existing class. By doing this, we are reusing the fields and methods of the existing class.

**Important facts about inheritance in Java**

* **Default superclass**: Except [Object](https://www.geeksforgeeks.org/object-class-in-java/) class, which has no superclass, every class has one and only one direct superclass (single inheritance). In the absence of any other explicit superclass, every class is implicitly a subclass of [Object](https://www.geeksforgeeks.org/object-class-in-java/) class.
* **Superclass can only be one:** A superclass can have any number of subclasses. But a subclass can have only **one** superclass. This is because Java does not support [multiple inheritance](https://www.geeksforgeeks.org/java-and-multiple-inheritance/) with classes. Although with interfaces, multiple inheritance is supported by java.
* **Inheriting Constructors:**A subclass inherits all the members (fields, methods, and nested classes) from its superclass. Constructors are not members, so they are not inherited by subclasses, but the constructor of the superclass can be invoked from the subclass.
* **Private member inheritance:** A subclass does not inherit the private members of its parent class. However, if the superclass has public or protected methods (like getters and setters) for accessing its private fields, these can also be used by the subclass.

1. **Encapsulation in Java?**

Ans- Encapsulation is defined as the wrapping up of data under a single unit. It is the mechanism that binds together code and the data it manipulates.

* Technically in encapsulation, the variables or data of a class is hidden from any other class and can be accessed only through any member function of own class in which they are declared. As in encapsulation, the data in a class is hidden from other classes, so it is also known as **data-hiding**.
* Encapsulation can be achieved by: Declaring all the variables in the class as private and writing public methods in the class to set and get the values of variables.

**Advantages of Encapsulation**:

* **Data Hiding:** The user will have no idea about the inner implementation of the class. It will not be visible to the user that how the class is storing values in the variables. He only knows that we are passing the values to a setter method and variables are getting initialized with that value.
* **Increased Flexibility:** We can make the variables of the class as read-only or write-only depending on our requirement. If we wish to make the variables as read-only then we have to omit the setter methods like setName(), setAge() etc. from the above program or if we wish to make the variables as write-only then we have to omit the get methods like getName(), getAge() etc. from the above program

1. **Abstraction in Java?**

Ans- Data Abstraction is the property by virtue of which only the essential details are displayed to the user. The trivial or the non-essentials units are not displayed to the user. Ex: A car is viewed as a car rather than its individual components.

Consider a real-life example of a man driving a car. The man only knows that pressing the accelerators will increase the speed of car or applying brakes will stop the car but he does not know about how on pressing the accelerator the speed is actually increasing, he does not know about the inner mechanism of the car or the implementation of accelerator, brakes etc in the car. This is what abstraction is.

**In java, abstraction is achieved by**[**interfaces**](https://www.geeksforgeeks.org/interfaces-in-java/)**and**[**abstract classes**](https://www.geeksforgeeks.org/abstract-classes-in-java/)**. We can achieve 100% abstraction using interfaces.**

**Abstract classes and Abstract methods :**

* An abstract class is a class that is declared with [abstract keyword.](https://www.geeksforgeeks.org/abstract-keyword-in-java/)
* An abstract method is a method that is declared without an implementation.
* An abstract class may or may not have all abstract methods. Some of them can be concrete methods
* A method defined abstract must always be redefined in the subclass,thus making [overriding](http://contribute.geeksforgeeks.org/overriding-in-java/) compulsory OR either make subclass itself abstract.
* Any class that contains one or more abstract methods must also be declared with abstract keyword.
* There can be no object of an abstract class. That is, an abstract class can not be directly instantiated with the [new operator](https://www.geeksforgeeks.org/new-operator-java/).
* An abstract class can have parametrized constructors and default constructor is always present in an abstract class.

**When to use abstract classes and abstract methods with an example**

There are situations in which we will want to define a superclass that declares the structure of a given abstraction without providing a complete implementation of every method. That is, sometimes we will want to create a superclass that only defines a generalization form that will be shared by all of its subclasses, leaving it to each subclass to fill in the details.

Consider a classic “shape” example, perhaps used in a computer-aided design system or game simulation. The base type is “shape” and each shape has a color, size and so on. From this, specific types of shapes are derived(inherited)-circle, square, triangle and so on – each of which may have additional characteristics and behaviors.

|  |
| --- |
| / Java program to illustrate the concept of Abstraction  **abstract class Shape**  {      String color;        // these are abstract methods      abstract double area();      public abstract String toString();        // abstract class can have constructor      public Shape(String color) {          System.out.println("Shape constructor called");          this.color = color;      }        // this is a concrete method      public String getColor() {          return color;      }  }  **class Circle extends Shape**  {      double radius;        public Circle(String color,double radius) {            // calling Shape constructor          super(color);          System.out.println("Circle constructor called");          this.radius = radius;      }        @Override      double area() {          return Math.PI \* Math.pow(radius, 2);      }        @Override      public String toString() {          return "Circle color is " + super.color +                         "and area is : " + area();      }      }  **class Rectangle extends Shape{**        double length;      double width;        public Rectangle(String color,double length,double width) {          // calling Shape constructor          super(color);          System.out.println("Rectangle constructor called");          this.length = length;          this.width = width;      }        @Override      double area() {          return length\*width;      }        @Override      public String toString() {          return "Rectangle color is " + super.color +                             "and area is : " + area();      }    }  **public class Test**  {      public static void main(String[] args)      {          Shape s1 = new Circle("Red", 2.2);          Shape s2 = new Rectangle("Yellow", 2, 4);            System.out.println(s1.toString());          System.out.println(s2.toString());      }  } |

Output:

Shape constructor called

Circle constructor called

Shape constructor called

Rectangle constructor called

Circle color is Redand area is : 15.205308443374602

Rectangle color is Yellowand area is : 8.0

**Encapsulation vs Data Abstraction**

1. [Encapsulation](http://contribute.geeksforgeeks.org/encapsulation-in-java/) is data hiding (information hiding) while Abstraction is detail hiding (implementation hiding).
2. While encapsulation groups together data and methods that act upon the data, data abstraction deals with exposing the interface to the user and hiding the details of implementation.

**Advantages of Abstraction**

1. It reduces the complexity of viewing the things.
2. Avoids code duplication and increases reusability.
3. Helps to increase security of an application or program as only important details are provided to the user.
4. **Runtime polymorphism in Java?**

Ans- Method overriding is one of the ways in which Java supports Runtime Polymorphism. Dynamic method dispatch is the mechanism by which a call to an overridden method is resolved at run time, rather than compile time.

* At run-time, it depends on the type of the object being referred to (not the type of the reference variable) that determines which version of an overridden method will be executed.
* When an overridden method is called through a superclass reference, Java determines which version(superclass/subclasses) of that method is to be executed based upon the type of the object being referred to at the time the call occurs.
* In Java, we can override
* methods only, not the variables (data members), so **runtime polymorphism cannot be achieved by data members.**

|  |
| --- |
| // Java program to illustrate the fact that runtime polymorphism cannot be achieved by data members  class A  {  int x = 10;  void m1()      {          System.out.println("Inside A's m1 method");      }  }    // class B  class B extends A  {  int x = 20;  // overriding m1()      void m1()      {          System.out.println("Inside B's m1 method");      }  }    // Driver class  public class Test  {      public static void main(String args[])      {          A a = new B(); // object of type B            // Data member of class A will be accessed          System.out.println(a.x);  System.out.println(a.m1());      }  } |
|  |

Output:

10

Inside B's m1 method

**Explanation:** In above program, both the class A(super class) and B(sub class) have a common variable ‘x’. Now we make object of class B, referred by ‘a’ which is of type of class A. Since variables are not overridden, so the statement “a.x” will **always** refer to data member of super class.

**Advantages of Dynamic Method Dispatch**

1. Dynamic method dispatch allow Java to support [overriding of methods](https://www.geeksforgeeks.org/overriding-in-java/) which is central for run-time polymorphism.
2. It allows a class to specify methods that will be common to all of its derivatives, while allowing subclasses to define the specific implementation of some or all of those methods.
3. It also allow subclasses to add its specific methods subclasses to define the specific implementation of some.

[**Static vs Dynamic binding**](https://www.geeksforgeeks.org/static-vs-dynamic-binding-in-java/)

* Static binding is done during compile-time while dynamic binding is done during run-time.
* private, final and static methods and variables uses static binding and bonded by compiler while overridden methods are bonded during runtime based upon type of runtime object
* Overloaded methods are resolved (deciding which method to be called when there are multiple methods with same name) using static binding while overridden methods using dynamic binding, i.e. at run time.

**Why binding of static, final and private methods is always a static binding?**  
Static binding is better performance wise (no extra overhead is required). Compiler knows that all such methods **cannot be overridden** and will always be accessed by object of local class. Hence compiler doesn’t have any difficulty to determine object of class (local class for sure). That’s the reason binding for such methods is static.

 public static class superclass

    {

        static void print()

        {

            System.out.println("print in superclass.");

        }

    }

    public static class subclass extends superclass

    {

        static void print()

        {

            System.out.println("print in subclass.");

        }

    }

    public static void main(String[] args)

    {

        superclass A = new superclass();

        superclass B = new subclass();

        A.print();

        B.print();

}

**Output**:

print in superclass.

print in superclass.

As you can see, in both cases print method of superclass is called.

We have created one object of subclass and one object of superclass with the reference of the superclass.

Since the print method of superclass is static, compiler knows that it will not be overridden in subclasses and hence compiler knows during compile time which print method to call and hence no ambiguity

**Dynamic Binding:**In Dynamic binding compiler doesn’t decide the method to be called. Overriding is a perfect example of dynamic binding.

During compilation, the compiler has no idea as to which print has to be called since compiler goes only by referencing variable not by type of object and therefore the binding would be delayed to runtime and therefore the corresponding version of print will be called based on type on object

1. **Association, aggregation and composition in Java?**

Ans- Association is relation between two separate classes which establishes through their Objects. Association can be one-to-one, one-to-many, many-to-one, many-to-many.

**Composition** and **Aggregation** are the two forms of association.

**Aggregation**

It is a special form of Association where:

* It represents **Has-A** relationship.
* It is a **unidirectional association** i.e. a one way relationship. For example, department can have students but vice versa is not possible and thus unidirectional in nature.
* In Aggregation,**both the entries can survive individually** which means ending one entity will not effect the other entity

*/\* Department class contains list of student Objects. It is associated with student class through its Object(s). \*/*

*class Department*

*{*

*String name;*

*private List<Student> students;*

*Department(String name, List<Student> students)*

*{*

*this.name = name;*

*this.students = students;*

*}*

*public List<Student> getStudents()*

*{*

*return students;*

*}*

*}*

**Composition**

Composition is a restricted form of Aggregation in which two entities are highly dependent on each other.

* It represents **part-of** relationship.
* In composition, both the entities are dependent on each other.
* When there is a composition between two entities, the composed object **cannot exist** without the other entity.

*// class book*

*class Book*

*{*

*public String title;*

*public String author;*

*Book(String title, String author)*

*{*

*this.title = title;*

*this.author = author;*

*}*

*}*

*// Libary class contains list of books.*

*class Library*

*{*

*// reference to refer to list of books.*

*private final List<Book> books;*

*Library (List<Book> books)*

*{*

*this.books = books;*

*}*

*public List<Book> getTotalBooksInLibrary(){*

*return books;*

*}*

*}*

A library can have no. of **books** on same or different subjects. So, If Library gets destroyed then All books within that particular library will be destroyed. i.e. book can not exist without library. That’s why it is composition.

**Aggregation vs Composition**

1. **Dependency:** Aggregation implies a relationship where the child **can exist independently** of the parent. For example, Bank and Employee, delete the Bank and the Employee still exist. whereas Composition implies a relationship where the child **cannot exist independent** of the parent. Example: Human and heart, heart don’t exist separate to a Human
2. **Type of Relationship:** Aggregation relation is **“has-a”** and composition is **“part-of”** relation.
3. **Type of association:**Composition is a **strong** Association whereas Aggregation is a **weak** Association.
4. **Access modifiers**- *private, public, protected and package-private*

**Non-Access modifiers**- *static, final, abstract, synchronized, transient, volatile and native*.

1. **‘this’ keyword in Java?**

Ans- ‘this’ is a reference variable that refers to the current object.

1. **Using ‘this’ keyword to refer current class instance variables**

// Parameterized constructor

    Test(int a, int b)

    {

        this.a = a;

        this.b = b;

    }

1. **Using this() to invoke current class constructor**

//Default constructor

    Test()

    {

        this(10, 20);

        System.out.println("Inside  default constructor \n");

    }

    //Parameterized constructor

    Test(int a, int b)

    {

        this.a = a;

        this.b = b;

        System.out.println("Inside parameterized constructor");

    }

1. **Using ‘this’ keyword to return the current class instance**

//Method that returns current class instance

    Test get()

    {

        return this;

}

1. **Using ‘this’ keyword as method parameter**

// Method that send current class instance as a parameter to another method

    void get()

    {

        display(this);

    }

1. **Using ‘this’ keyword to invoke current class method**

void display()

{

     // calling fuction show()

     this.show();

     System.out.println("Inside display function");

}

1. **Method overloading in JAVA?**

**Ans-** Overloading allows different methods to have the same name, but different signatures where the signature can differ by the number of input parameters or type of input parameters or orders of parameters or combination of them. Overloading is related to compile time (or static) polymorphism.

*// Overloaded sum(). This sum takes two int parameters*

*public int sum(int x, int y)*

*{*

*return (x + y);*

*}*

*// Overloaded sum(). This sum takes three int parameters*

*public int sum(int x, int y, int z)*

*{*

*return (x + y + z);*

*}*

*// Overloaded sum(). This sum takes two double parameters*

*public double sum(double x, double y)*

*{*

*return (x + y);*

*}*

1. **What if the exact prototype does not match with arguments.**  
   Ans. Priority wise, compiler take these steps:
2. Type Conversion but to higher type (in terms of range) in same family.
3. Type conversion to next higher family (suppose if there is no long data type available for an int data type, then it will search for float data type).

But if not found by compiler than there will be an error. Like for float datatype if double is not available then there will be an error.

1. **What is the advantage?**  
   We don’t have to create and remember different names for functions doing the same thing. For example, in our code, if overloading was not supported by Java, we would have to create method names like sum1, sum2, … or sum2Int, sum3Int, … etc.
2. We **cannot** overload by return type. It will throw a compile time error because the compiler will give error as the return value alone is not sufficient for the compiler to figure out which function it has to call. Only if both methods have different parameter types (so, they have different signature), then Method overloading is possible.
3. **Can we overload static methods?**

Ans- The answer is ‘**Yes**’. We can have two or more static methods with same name, but differences in input parameters. Also we can [overload main() in Java](https://www.geeksforgeeks.org/gfact-48-overloading-main-in-java/) like other static methods.

*// Normal main()*

*public static void main(String[] args)*

*{*

*System.out.println("Hi Geek (from main)");*

*Test.main("Geek");*

*}*

*// Overloaded main methods*

*public static void main(String arg1)*

*{*

*System.out.println("Hi, " + arg1);*

*Test.main("Dear Geek", "My Geek");*

*}*

*public static void main(String arg1, String arg2)*

*{*

*System.out.println("Hi, " + arg1 + ", " + arg2);*

*}*

Output :

Hi Geek (from main)

Hi, Geek

Hi, Dear Geek, My Geek

1. **Can we overload methods that differ only by static keyword?**

Ans- We **cannot** overload two methods in Java if they differ only by static keyword (number of parameters and types of parameters is same).

1. **Does Java support Operator Overloading?**

Ans- Unlike C++, Java doesn’t allow user-defined overloaded operators. Internally Java overloads operators, for example, + is overloaded for concatenation.

1. **What is the difference between Overloading and**[**Overriding**](https://www.geeksforgeeks.org/overriding-in-java/)**?**

* Overloading is about same function have different signatures. Overriding is about same function, same signature but different classes connected through inheritance.
* Overloading is an example of compiler time polymorphism and overriding is an example of run time polymorphism.

1. **Method overloading with Autoboxing and unboxing.**

Ans- Conversion of primitive type to its corresponding wrapper Object is called Autoboxing and Wrapper Object to its corresponding primitive type is known as Unboxing.

*public void method(Integer i)*

*{*

*System.out.println("Reference type Integer formal argument :" + i);*

*}*

*public void method(long i)*

*{*

*System.out.println("Primitive type long formal argument :" + i);*

*}*

*Now invoking them via-*

*c.method(new Integer(15));*

*c.method(new Long(100));*

**Output:**

**Reference type Integer formal argument :15**

**Primitive type long formal argument :100**

If you are using wrapper class Object as an actual argument and compiler does not find the method with parameter(s) of the same reference type (i.e. class or interface type), then it starts searching a method with parameter(s) having the corresponding primitive data type.

**Method Overloading with Widening**

If compiler fails to find any method corresponding to autoboxing, then it starts searching a method parameter(s) of the widened primitive data type.

We are invoking another method with argument of Long wrapper Object. Compiler starts searching for the method having the same reference type (Long wrapper class). Since there is no method having with parameter of **Long wrapper class**. So, It searches for method which can accept the parameter bigger than long primitive data type as an argument

*// invoking the method with signature has widened data type*

*c.method(10);*

*c.method(new Long(100));*

*public void method(int i)*

*{*

*System.out.println("Primitive type int formal argument :" + i);*

*}*

*public void method(float i)*

*{*

*System.out.println("Primitive type float formal argument :" + i);*

*}*

Output:

Primitive type int formal argument :10

Primitive type float formal argument :100.0

1. **What happens if widening and boxing happen together? What method invocation will compiler be able to do?**

Ans- Widening of primitive type has taken priority over boxing and var-args. But widening and boxing of primitive type can not work together.

*//overloaded method primitive(byte) var-args formal argument*

*public void method(byte... a)*

*{*

*System.out.println("Primitive type byte formal argument :" + a);*

*}*

*// overloaded method primitive(int) formal arguments*

*public void method(long a, long b)*

*{*

*System.out.println("Widening type long formal argument :" + a);*

*}*

*// invokes the method having widening primitive type parameters.*

*byte val = 5;*

*c.method(val,val);*

Output:

Widening type long formal argument :5

1. **Shadowing of static members in JAVA?**

Ans- if name of a derived class static function is same as base class static function then the base class static function shadows (or conceals) the derived class static function.

*class A {*

*static void fun() {*

*System.out.println("A.fun()");*

*}*

*}*

*class B extends A {*

*static void fun() {*

*System.out.println("B.fun()");*

*}*

*}*

*public class Main {*

*public static void main(String args[]) {*

*A a = new B();*

*a.fun();  // prints A.fun()*

*}*

*}*

If we make both A.fun() and B.fun() as non-static then the above program would print “B.fun()”.

1. **Instance and static methods in JAVA?**

Ans-

**Instance method**

* They are the methods which require an object of its class to be created before it can be called. To invoke a instance method, we have to create an Object of the class in within which it defined.
* They can be overridden since they are resolved using **dynamic binding** at run time.
* **Memory allocation:**These methods themselves are stored in Permanent Generation space of heap but the parameters (arguments passed to them) and their local variables and the value to be returned are allocated in stack.

**Static Method**

* Static methods are the methods in Java that can be called without creating an object of class. They are referenced by the **class name itself** or reference to the Object of that class. They are designed with aim to be shared among all Objects created from the same class.
* Their memory allocation is same as of instance methods
* Static methods cannot be overridden. But can be overloaded since they are resolved using **static binding** by compiler at compile time.

**Instance method vs Static method**

* Instance method can access the instance methods and instance variables directly.
* Instance method can access static variables and static methods directly.
* Static methods can access the static variables and static methods directly.
* Static methods can’t access instance methods and instance variables directly. They must use reference to object. And static method can’t use [this](http://quiz.geeksforgeeks.org/this-reference-in-java/) keyword as there is no instance for ‘this’ to refer to.

1. Java 5.0 onwards it is possible to have different return type for a overriding method in child class, but child’s return type should be **sub-type** of parent’s return type. Overriding method becomes **variant** with respect to return type.

*// Two classes used for return types.*

*class A {}*

*class B extends A {}*

*class Base*

*{*

*A fun()*

*{*

*System.out.println("Base fun()");*

*return new A();*

*}*

*}*

*class Derived extends Base*

*{*

*B fun()*

*{*

*System.out.println("Derived fun()");*

*return new B();*

*}*

*}*

1. **Object class in JAVA?**

Ans-**Object** class is present in **java.lang** package. Every class in Java is directly or indirectly derived from the **Object** class. If a Class does not extend any other class then it is direct child class of **Object** and if extends other class then it is an indirectly derived. Therefore the Object class methods are available to all Java classes

Its methods-

1. **toString()**:

// Default behavior of toString() is to print class name, then @, then unsigned hexadecimal representation of the hash code of the object

public String toString()

{

return getClass().getName() + "@" + Integer.toHexString(hashCode());

}

It is always recommended to override **toString()** method to get our own String representation of Object.

Student s = new Student();

// Below two statements are equivalent

System.out.println(s);

System.out.println(s.toString());

1. **hashCode()-** It convert the internal address of object to an integer by using an algorithm. The hashCode() method is **native** because in Java it is impossible to find address of an object, so it uses native languages like C/C++ to find address of the object.

**Use of hashCode() method** JVM(Java Virtual Machine) uses hashcode method while saving objects into hashing related data structures like HashSet, HashMap, Hashtable etc. The main advantage of saving objects based on hash code is that searching becomes easy.

**Note:** Override of **hashCode()** method needs to be done such that for every object we generate a unique number. For example, for a Student class we can return roll no. of student from hashCode() method as it is unique.

*// Overriding hashCode()*

*@Override*

*public int hashCode()*

*{*

*return roll\_no; }*

1. **equals(Object obj)-**  Compares the given object to “this” object (the object on which the method is called).

It is generally necessary to override the **hashCode()** method whenever this method is overridden, so as to maintain the general contract for the hashCode method, which states that equal objects must have equal hash codes.

1. **finalize()** method : This method is called just before an object is garbage collected. It is called by the [Garbage Collector](https://www.geeksforgeeks.org/garbage-collection-java/) on an object when garbage collector determines that there are no more references to the object.

We should override finalize() method to dispose system resources, perform clean-up activities and minimize memory leaks. For example before destroying Servlet objects web container, always called finalize method to perform clean-up activities of the session.

**Note:** finalize method is called just **once** on an object even though that object is eligible for garbage collection multiple times.

 @Override

    protected void finalize()

    {

        System.out.println("finalize method called");

    }

1. **clone()** : It returns a new object that is exactly the same as this object
2. The remaining three methods **wait()**, **notify()** **notifyAll()** are related to Concurrency.
3. **Can a class be static in Java ?**

Ans- The answer is YES, we can have static class in java. In java, we have [static instance variables](https://www.geeksforgeeks.org/static-keyword-in-java/) as well as [static methods](https://www.geeksforgeeks.org/static-keyword-in-java/) and also [static block](https://www.geeksforgeeks.org/g-fact-79/).

**Only nested classes can be static**.

1. Nested static class doesn’t need reference of Outer class, but Non-static nested class or Inner class requires Outer class reference. An instance of Inner class cannot be created without an instance of outer class
2. Inner class(or non-static nested class) can access both static and non-static members of Outer class. A static class cannot access non-static members of the Outer class. It can access only static members of Outer class.
3. **Overriding equal methods?**

|  |
| --- |
| *class Complex {*  *private double re, im;*    *public Complex(double re, double im) {*  *this.re = re;*  *this.im = im;*  *}*  *}*    *// Driver class to test the Complex class*  *public class Main {*  *public static void main(String[] args) {*  *Complex c1 = new Complex(10, 15);*  *Complex c2 = new Complex(10, 15);*  *if (c1 == c2) {*  *System.out.println("Equal ");*  *} else {*  *System.out.println("Not Equal ");*  *}*  *}*  *}* |
|  |

*Ans-*

**Output: Not Equal - >** Because when we compare c1 and c2, it is checked whether both c1 and c2 refer to same object or not. But c1 and c2 refer to two different objects, hence the value (c1 == c2) is false. If we create another reference say c3 like following, then (c1 == c3) will give true. *Complex c3 = c1;  // (c3 == c1) will be true*

how do we check for equality of values inside the objects? We can override the equals method in our class to check whether two objects have same data or not.

// Overriding equals() to compare two Complex objects

    @Override

    public boolean equals(Object o) {

        // If the object is compared with itself then return true

        if (o == this) {

            return true;

        }

        /\* Check if o is an instance of Complex or not

          "null instanceof [type]" also returns false \*/

        if (!(o instanceof Complex)) {

            return false; }

        // typecast o to Complex so that we can compare data members

        Complex c = (Complex) o;

        // Compare the data members and return accordingly

        return Double.compare(re, c.re) == 0

                && Double.compare(im, c.im) == 0;

    }

When we override equals(), it is recommended to also override the hashCode() method. If we don’t do so, equal objects may get different hash-values; and hash based collections, including HashMap, HashSet, and Hashtable do not work properly

1. **Overriding equal methods in java?**

Ans- The default toString() method in Object prints “class name @ hash code”. We can override toString() method in our class to print proper output. For example, in the following code toString() is overridden to print “Real + i Imag” form.

    /\* Returns the string representation of this Complex number.

       The format of string is "Re + iIm" where Re is real part

       and Im is imagenary part.\*/

    @Override

    public String toString() {

        return String.format(re + " + i" + im);

}

In general, it is a good idea to override toString() as we get get proper output when an object is used in print() or println().

1. **Static blocks in JAVA?**

Ans- static block (also called static clause) which can be used for static initializations of a class.

This code inside static block is executed only once: the first time you make an object of that class or the first time you access a static member of that class.

Also static blocks are executed before constructors.

 class Test {

    static int i;

    int j;

    static {

        i = 10;

        System.out.println("static block called ");

    }

    Test(){

        System.out.println("Constructor called");

    }

}

Test t1 = new Test();

Test t2 = new Test(); // Although we have two objects, static block is executed only once.

Output:  
static block calledConstructor calledConstructor called

1. **Initializer block in java?**

Ans- Initializer block contains the code that is always executed whenever an instance is created. It is used to declare/initialize the common part of various constructors of a class.

*// Initializer block starts..*

*{*

*// This code is executed before every constructor.*

*System.out.println("Common part of constructors invoked !!");*

*}*

*// Initializer block ends*

*public GFG()*

*{*

*System.out.println("Default Constructor invoked");*

*}*

*public GFG(int x)*

*{*

*System.out.println("Parametrized constructor invoked");*

*}*

*GFG obj1, obj2;*

*obj1 = new GFG();*

*obj2 = new GFG(0);*

**Output:**

Common part of constructors invoked!!

Default Constructor invoked

Common part of constructors invoked!!

Parametrized constructor invoke

* The contents of initializer block are executed whenever any constructor is invoked (before the constructor’s contents).
* It is not at all necessary to include them in your classes.
* We can also have multiple IIBs in a single class. If compiler finds multiple IIBs, then they all are executed from top to bottom i.e. the IIB which is written at top will be executed first.
* You can have IIBs in parent class also. Instance initialization block code runs immediately after the call to super() in a constructor.  Order of execution will be

I. Instance Initialization Block of super class  
II. Constructors of super class  
III. Instance Initialization Blocks of the class  
IV. Constructors of the class

1. **Why JAVA is not purely Object-oriented language?**

Ans- Pure Object-Oriented Language or Complete Object Oriented Language are Fully Object Oriented Language which supports or have features which treats everything inside program as objects.

There are seven qualities to be satisfied for a programming language to be pure Object Oriented. They are:

1. Encapsulation/Data Hiding
2. Inheritance
3. Polymorphism
4. Abstraction
5. All predefined types are objects
6. All user defined types are objects
7. All operations performed on objects must be only through methods exposed at the objects.

***Example: Smalltalk***

**Java supports property 1, 2, 3, 4 and 6 but fails to support property 5 and 7 given above**

**Hence it is not pure object oriented**

**Primitive Data Type ex. int, long, bool, float, char, etc as Objects:** Smalltalk is a “pure” object-oriented programming language unlike Java and C++ as there is no difference between values which are objects and values which are primitive types. In Smalltalk, primitive values such as integers, booleans and characters are also objects.

**The static keyword:**When we declares a class as static then it can be used without the use of an object in Java.

**Wrapper Class:** Wrapper class provides the mechanism to convert primitive into object and object into primitive. Even using Wrapper classes does not make Java a pure OOP language, as internally it will use the operations like Unboxing and Autoboxing. And if you do any mathematical operation on it, under the hoods Java is going to use primitive type int only.

1. **Why Java doesn’t support multiple inheritance?**

Ans- Multiple Inheritance is a feature of object-oriented concept, where a class can inherit properties of more than one parent class.

The problem occurs when there exist methods with same signature in both the super classes and subclass. On calling the method, the compiler cannot determine which class method to be called and even on calling which class method gets the priority.

**The Diamond Problem:**

GrandParent

/ \

/ \

Parent1 Parent2

\ /

\ /

Test

|  |
| --- |
| *//First Parent class*  *class Parent1*  *{*  *void fun()*  *{*  *System.out.println("Parent1");*  *}*  *}*    *// Second Parent Class*  *class Parent2*  *{*  *void fun()*  *{*  *System.out.println("Parent2");*  *}*  *}*    *// Error : Test is inheriting from multiple classes*  *class Test extends Parent1, Parent2*  *{*  *public static void main(String args[])*  *{*  *Test t = new Test();*  *t.fun();*  *}*  *}* |

Output :

Compiler Error

From the code, we see that, on calling the method fun() using Test object will cause complications such as whether to call Parent1’s fun() or Parent2’s fun() method.

Therefore, in order to avoid such complications Java does not support multiple inheritance of classes.

1. **How are above problems handled for**[**Default Methods and Interfaces**](https://www.geeksforgeeks.org/default-methods-java/)**?**

Ans- Java 8 supports default methods where interfaces can provide default implementation of methods.

And a class can implement two or more interfaces.

In case both the implemented interfaces contain default methods with same method signature, the implementing class should explicitly specify which default method is to be used or it should override the default method.

|  |
| --- |
| *//A simple Java program to demonstrate multiple inheritance through default methods.*  *interface PI1*  *{*  *// default method*  *default void show()*  *{*  *System.out.println("Default PI1");*  *}*  *}*    *interface PI2*  *{*  *// Default method*  *default void show()*  *{*  *System.out.println("Default PI2");*  *}*  *}*    *// Implementation class code*  *class TestClass implements PI1, PI2*  *{*  *// Overriding default show method*  *public void show()*  *{*  *// use super keyword to call the show*  *// method of PI1 interface*  *PI1.super.show();*    *// use super keyword to call the show*  *// method of PI2 interface*  *PI2.super.show();*  *}*    *public static void main(String args[])*  *{*  *TestClass d = new TestClass();*  *d.show();*  *}*  *}* |

Output:

Default PI1

Default PI2

1. In inheritance, subclass acquires super class properties. An important point to note is, when subclass object is created, a separate object of super class object will not be created. Only a subclass object is created that has super class variables. So we can’t blindly say that whenever a class constructor is executed, object of that class is created or not.

|  |
| --- |
| ***// A Java program to demonstrate that both super class and subclass constructors refer to same object***    *// super class*  *class Fruit*  *{*  *public Fruit()*  *{*  *System.out.println("Super class constructor");*  *System.out.println("Super class object hashcode :" +*  *this.hashCode());*  *System.out.println(this.getClass().getName());*  *}*  *}*    *// sub class*  *class Apple extends Fruit*  *{*  *public Apple()*  *{*  *System.out.println("Subclass constructor invoked");*  *System.out.println("Sub class object hashcode :" +*  *this.hashCode());*  *System.out.println(this.hashCode() + "   " +*  *super.hashCode());*  *System.out.println(this.getClass().getName() + "  " +*  *super.getClass().getName());*  *}*  *}*    *// driver class*  *public class Test*  *{*  *public static void main(String[] args)*  *{*  *Apple myApple = new Apple();*  *}*  *}* |

Output:

super class constructor

super class object hashcode :366712642

Apple

sub class constructor

sub class object hashcode :366712642

366712642 366712642

Apple Apple

As we can see that both super class(Fruit) object hashcode and subclass(Apple) object hashcode are same, so only one object is created.

1. In Java, constructor of base class with no argument gets automatically called in derived class constructor. if we want to call parameterized constructor of base class, then we can call it using super().
2. **An interface can also extend multiple interfaces.**

|  |
| --- |
| *// Java program to demonstrate multiple inheritance in interfaces*  *interface intfA*  *{*  *void geekName();*  *}*    *interface intfB*  *{*  *void geekInstitute();*  *}*    *interface intfC extends intfA, intfB*  *{*  *void geekBranch();*  *}*    *// class implements both interfaces and provides implementation to the method.*  *class sample implements intfC*  *{*  *public void geekName()*  *{*  *System.out.println("Rohit");*  *}*    *public void geekInstitute()*  *{*  *System.out.println("JIIT");*  *}*    *public void geekBranch()*  *{*  *System.out.println("CSE");*  *}*    *public static void main (String[] args)*  *{*  *sample ob1 = new sample();*  *// calling the method implemented within the class.*  *ob1.geekName();*  *ob1.geekInstitute();*  *ob1.geekBranch();*  *}*  *}* |
|  |

Output:

Rohit

JIIT

CSE

1. **Final with inheritance?**

Ans- [**final**](https://www.geeksforgeeks.org/g-fact-48/) is a keyword in java used for restricting some functionalities. We can declare variables, methods and classes with final keyword. During inheritance, we must declare methods with final keyword for which we required to follow the same implementation throughout all the derived classes.

* When a class is declared as final then it cannot be subclassed i.e. no any other class can extend it. This is particularly useful, for example, when [creating an immutable class](https://www.geeksforgeeks.org/create-immutable-class-java/) like the predefined [String](http://quiz.geeksforgeeks.org/string-class-in-java/)class
* Declaring a class as final implicitly declares all of its methods as final, too.
* It is illegal to declare a class as both **abstract** and **final** since an abstract class is incomplete by itself and relies upon its subclasses to provide complete implementations
* When a method is declared as final then it cannot be overridden by subclasses and since final methods cannot be overridden, a call to one can be resolved at compile time. This is called [**early or static binding**](https://www.geeksforgeeks.org/static-vs-dynamic-binding-in-java/).

1. **Accessing grandparent member in Java?**

Ans*-***In Java, we can access grandparent’s members only through the parent class.*Below program will give compile error***

|  |
| --- |
| *// filename Main.java*  *class Grandparent {*  *public void Print() {*  *System.out.println("Grandparent's Print()");*  *}*  *}*    *class Parent extends Grandparent {*  *public void Print() {*  *System.out.println("Parent's Print()");*  *}*  *}*    *class Child extends Parent {*  *public void Print() {*  ***super.super.Print();  // Trying to access Grandparent's Print()***  *System.out.println("Child's Print()");*  *}*  *}*    *public class Main {*  *public static void main(String[] args) {*  *Child c = new Child();*  *c.Print();*  *}*  *}* |

**Output: Compiler Error**

There is error in line “super.super.print();”. In Java, a class cannot directly access the grandparent’s members. It is allowed in C++ though.

1. Can we override private members?

|  |
| --- |
| Ans- class Base {    private void fun() {       System.out.println("Base fun");    }  }   class Derived extends Base {    private void fun() {       System.out.println("Derived fun");    }    public static void main(String[] args) {        Base obj = new Derived();        obj.fun();    }  } |

We get compiler error “fun() has private access in Base”.. So the compiler tries to call base class function, not derived class, means fun() is not overridden.

**An inner class can access private members of its outer class. What if we extend an inner class and create fun() in the inner class?**

|  |
| --- |
| class Outer {       private String msg = "GeeksforGeeks";       private void fun() {            System.out.println("Outer fun()");       }       class Inner extends Outer {           private void fun()  {                 System.out.println("Accessing Private Member of Outer: " + msg);           }       }         public static void main(String args[])  {              // In order to create instance of Inner class, we need an Outer            // class instance..            Outer o = new Outer();            Inner  i   = o.new Inner();            // This will call Inner's fun, the purpose of this call is to            // show that private members of Outer can be accessed in Inner.            i.fun();              // o.fun() calls Outer's fun (No run-time polymorphism).            o = i;            o.fun();       }  } |

Output:

Accessing Private Member of Outer: GeeksforGeeks

Outer fun()

In the above program, we created an outer class and an inner class. We extended Inner from Outer and created a method fun() in both Outer and Inner.

If we observe our output, then it is clear that the method fun() has not been overriden. It is so because ***private methods are bonded during compile time and it is the type of the reference variable – not the type of object that it refers to – that determines what method to be called.***.

***Comparison With C++***  
**1)**In Java, inner Class is allowed to access private data members of outer class. This behavior is same as C++ (See [this](https://www.geeksforgeeks.org/nested-classes-in-c/)).  
**2)** In Java, methods declared as private can never be overridden, they are in-fact bounded during compile time.

1. **In Java, it is compiler error to give more restrictive access to a derived class function which overrides a base class function.**

For example, if there is a function public void foo() in base class and if it is overridden in derived class, then access specifier for foo() cannot be anything other than public in derived class.

But if foo() is private function in base class, then access specifier for it can be anything in derived class.

|  |
| --- |
| 1. **Are data members get overridden in JAVA?**   **Ans-** A Java program to demonstrate that non-method members are accessed according to reference type (Unlike methods which are accessed according to the referred object)    class Parent  {      int value = 1000;      Parent()      {          System.out.println("Parent Constructor");      }  }    class Child extends Parent  {      int value = 10;      Child()      {          System.out.println("Child Constructor");      }  }    // Driver class  class Test  {      public static void main(String[] args)      {          Child obj=new Child();          System.out.println("Reference of Child Type :" + obj.value);            // Note that doing "Parent par = new Child()" would produce same result          Parent par = obj;            // Par holding obj will access the value variable of parent class          System.out.println("Reference of Parent Type : "+ par.value);      }  } |
|  |

Output:

Parent Constructor

Child Constructor

Reference of Child Type : 10

Reference of Parent Type : 1000

If a parent reference variable is holding the reference of the child class and we have the “value” variable in both the parent and child class, it will refer to the parent class “value” variable, whether it is holding child class object reference.

The reference holding the child class object reference will not be able to access the members (functions or variables) of the child class. It is because compiler uses special run-time polymorphism mechanism only for methods.

1. **Object serialization and inheritance?**

Ans- Serialization is a mechanism of converting the state of an object into a byte stream. Deserialization is the reverse process where the byte stream is used to recreate the actual Java object in memory. This mechanism is used to persist the object.

**Case 1: If superclass is serializable then every subclass is automatically serializable**: Hence, even though subclass doesn’t implement Serializable interface( and if it’s superclass implements Serializable), then we can serialize subclass object.

**Class A implements Serializable{}**

**Class B extends A{}**

*B b1 = new B(10,20);*

*System.out.println("i = " + b1.i);*

*System.out.println("j = " + b1.j);*

***/\* Serializing B's(subclass) object \*/***

*//Saving of object in a file*

*FileOutputStream fos = new FileOutputStream("abc.ser");*

*ObjectOutputStream oos = new ObjectOutputStream(fos);*

*// Method for serialization of B's class object*

*oos.writeObject(b1);*

*// closing streams*

*oos.close();*

*fos.close();*

***System.out.println("Object has been serialized");***

***/\* De-Serializing B's(subclass) object \*/***

*// Reading the object from a file*

*FileInputStream fis = new FileInputStream("abc.ser");*

*ObjectInputStream ois = new ObjectInputStream(fis);*

***// Method for de-serialization of B's class object***

***B b2 = (B)ois.readObject();***

*// closing streams*

*ois.close();*

*fis.close();*

***System.out.println("Object has been deserialized");***

***System.out.println("i = " + b2.i);***

***System.out.println("j = " + b2.j);***

Output:

i = 10

j = 20

Object has been serialized

Object has been deserialized

i = 10

j = 20

1. **When to go for this approach to refer a subclass object- Referencing using superclass reference**

Ans-If we don’t know exact runtime type of an object, then we should use this approach. Else if we know the exact runtime type of an object, then this approach is better- *A subclass reference can be used to refer its object.*

For example, consider an [ArrayList](https://www.geeksforgeeks.org/arraylist-in-java/) containing different objects at different indices. Now when we try to get elements of arraylist using ArrayList.get(int index) method then we must use [Object](https://www.geeksforgeeks.org/object-class-in-java/) reference, as in this case, we don’t know exact runtime type of an object

By using superclass reference, we will have access **only** to those parts(methods and variables) of the object which are defined by the superclass. We are unable to call subclass specific methods or access subclass fields. This problem can be solved using type casting in java.

// declaring MountainBike reference

MountainBike mb3;

//Bicycle is a Superclass of MountainBike

Bicycle mb2 = new MountainBike(4, 200, 20);

// assigning mb3 to mb2 using typecasting.

mb3 = (MountainBike)mb2;

//now can access subclass specific methods and field

mb3.seatHeight);

mb3.setHeight(21);

1. **Does overloading works with inheritance?**

Ans-

*class Base {*

*public int f(int i)*

*{*

*System.out.print("f (int): ");*

*return i+3;*

*}*

*}*

*class Derived extends Base {*

*public double f(double i)*

*{*

*System.out.print("f (double) : ");*

*return i + 3.3;*

*}*

*}*

*Derived obj = new Derived();*

*System.out.println(obj.f(3));*

*System.out.println(obj.f(3.3));*

f (int): 6

f (double): 6.6

So in Java overloading works across scopes. Java compiler determines correct version of the overloaded method to be executed at compile time based upon the type of argument

1. **Shift operators?**

Ans-

* **<<, Left shift operator:**shifts the bits of the number to the left and fills 0 on voids left as a result. Similar effect as of multiplying the number with some power of two.
* **>>, Signed Right shift operator:**shifts the bits of the number to the right If the number is negative, then 1 is used as a filler and if the number is positive, then 0 is used as a filler.

The leftmost bit depends on the sign of initial number. Similar effect as of dividing the number with some power of two.

* **>>>, Unsigned Right shift operator:**shifts the bits of the number to the right It always fills 0 irrespective of the sign of the number. The leftmost bit is set to 0.

int a = 0x0005;

int b = -10;

a<<2 = 20 0000 0101<<2 =0001 0100(20)

a>>2 = 1 0000 0101 >> 2 =0000 0001(1)

b>>>2 = 1073741821 0000 1010

a = 5 = 0000 0101

b = -10 = 1111 0110

a << 1 = 0000 1010 = 10

b << 1 = 0000 1010 = -20

b << 2 = 0001 0100 = -40

1. **Preceedance and associativity in JAVA?**

Ans-
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**Output-1**

*// a=b+++c is compiled as*

*// b++ +c*

*// a=b+c then b=b+1*

*a = b++ + c;*

Value of a(b+c), b(b+1), c = 10, 11, 0

**Output-2**

System.out.println(2+0+1+6+"GeeksforGeeks");

System.out.println("GeeksforGeeks"+2+0+1+6);

System.out.println(2+0+1+5+"GeeksforGeeks"+2+0+1+6);

System.out.println(2+0+1+5+"GeeksforGeeks"+(2+0+1+6));

The output is

*9GeeksforGeeks  
GeeksforGeeks2016  
8GeeksforGeeks2016  
8GeeksforGeeks9*

1. Character and Byte Streams in Java?

Ans- **Stream** – A sequence of data.  
**Input Stream:** reads data from source.  
**Output Stream:** writes data to destination

**Character Stream:**

In Java, characters are stored using Unicode conventions (Refer [this](https://docs.oracle.com/javase/tutorial/java/data/characters.html) for details). Character stream automatically allows us to read/write data character by character.

For example: FileReader and FileWriter are character streams used to read from source and write to destination.

*FileReader sourceStream = null;*

*try*

*{*

*sourceStream = new FileReader("test.txt");*

*// Reading sourcefile and writing content to*

*// target file character by character.*

*int temp;*

*while ((temp = sourceStream.read()) != -1)*

*System.out.println((char)temp);*

*}*

*finally*

*{*

*// Closing stream as no longer in use*

*if (sourceStream != null)*

*sourceStream.close();*

*}*

**Byte Stream**

Byte streams process data byte by byte (8 bits). For example FileInputStream is used to read from source and FileOutputStream to write to the destination.

*FileInputStream sourceStream = null,targetStream = null;*

*try{*

*sourceStream = new FileInputStream("sorcefile.txt");*

*targetStream = new FileOutputStream ("targetfile.txt");*

*// Reading source file and writing content to target*

*// file byte by byte*

*int temp;*

*while ((temp = sourceStream.read()) != -1)*

*targetStream.write((byte)temp);*

*}*

*Finally {*

*if (sourceStream != null)*

*sourceStream.close();*

*if (targetStream != null)*

*targetStream.close();*

*}*

**When to use Character Stream over Byte Stream?**

* In Java, characters are stored using Unicode conventions. Character stream is useful when we want to process text files. These text files can be processed character by character. A character size is typically 16 bits.

**When to use Byte Stream over Character Stream?**

* Byte oriented reads byte by byte.  A byte stream is suitable for processing raw data like binary files.

**Notes:**

* Names of character streams typically end with Reader/Writer and names of byte streams end with InputStream/OutputStream
* The streams used in example codes are unbuffered streams and less efficient. We typically use them with buffered readers/writers for efficiency. We will soon be discussing use BufferedReader/BufferedWriter (for character stream) and BufferedInputStream/BufferedOutputStream (for byte stream) classes.
* It is always recommended to close the stream if it is no longer in use. This ensures that the streams won’t be affected if any error occurs.

1. **Passing value at runtime from console?**

Ans-

* 1. **Command line argument**: Java <classname> <arg1> <arg2> <arg3> . To read them, used following code-

if (args.length > 0)

{

System.out.println("The command line"+" arguments are:");

// iterating the args array and printing the command line arguments

for (String val:args)

System.out.println(val);

}

**Advantages:**

* Reading password without echoing the entered characters.
* Reading methods are synchronized.
* Format string syntax can be used.

**Drawback:**

* Does not work in non-interactive environment (such as in an IDE).
  1. **Using scanner class:** Scanner is a class in java.util package used for obtaining the input of the primitive types like int, double, etc. and strings. It is the easiest way to read input in a Java program, though not very efficient.

To create an object of Scanner class, we usually pass the predefined object System.in, which represents the standard input stream. We may pass an object of class File if we want to read input from a file.

*Scanner sc = new Scanner(System.in);*

*// String input*

*String name = sc.nextLine();*

*// Character input*

*char gender = sc.next().charAt(0);*

*// Numerical data input- byte, short and float can be read*

*//using similar-named functions.*

*int age = sc.nextInt();*

*long mobileNo = sc.nextLong();*

*double cgpa = sc.nextDouble();*

**Advantages:**

* Convenient methods for parsing primitives (nextInt(), nextFloat(), …) from the tokenized input.
* Regular expressions can be used to find tokens.

**Drawback:**

* The reading methods are not synchronized

**Note 1:** But there is no nextChar() in Scanner class. To read a char, we use **next().charAt(0)**. next() function returns the next token/word in the input as a string and charAt(0) function returns the first character in that string

// Character input

        char c = sc.next().charAt(0);

**Note 2:** Sometimes, we have to check if the next value we read is of a certain type or if the input has ended (EOF marker encountered). We check if the scanner’s input is of the type we want with the help of hasNextXYZ() functions where XYZ is the type we are interested in.

*// Initialize sum and count of input elements*

*int sum = 0, count = 0;*

*// Check if an int value is available*

*while (sc.hasNextInt())*

*{*

*// Read an int value*

*int num = sc.nextInt();*

*sum += num;*

*count++;*

*}*

* 1. **Using BufferedReader Class:**

*BufferedReader br = new BufferedReader(new InputStreamReader(System.in));*

*System.out.println("Enter an integer");*

*int a = Integer.parseInt(br.readLine());*

*System.out.println("Enter a String");*

*String b = br.readLine();*

*System.out.printf("You have entered:- " + a +*

*" and name as " + b);*

**Advantages**

* The input is buffered for efficient reading.

**Drawback:**

* The wrapping code is hard to remember.

1. **Difference between Scanner and BufferedReader class*.***

Ans- [java.util.Scanner](https://www.geeksforgeeks.org/scanner-class-in-java/) class is a simple text scanner which can parse primitive types and strings. It internally uses regular expressions to read different types.

Java.io.BufferedReader class reads text from a character-input stream, buffering characters so as to provide for the efficient reading of sequence of characters.

* BufferedReader is synchronous while Scanner is not. BufferedReader should be used if we are working with multiple threads.
* BufferedReader has significantly larger buffer memory than Scanner. The Scanner has a little buffer (1KB char buffer) as opposed to the BufferedReader (8KB byte buffer), but it’s more than enough.
* BufferedReader is a bit faster as compared to scanner because scanner does parsing of input data and BufferedReader simply reads sequence of character
* In Scanner class if we call nextLine() method after any one of the seven nextXXX() method then the nextLine() doesn’t not read values from console and cursor will not come into console it will skip that step. The nextXXX() methods are nextInt(), nextFloat(), nextByte(), nextShort(), nextDouble(), nextLong(), next().
* In BufferReader class there is no such type of problem.This problem occurs only for Scanner class, due to nextXXX() methods ignore newline character and nextLine() only reads till first newline character.

1. **FAST I/O in JAVA?**

Ans-

1. [**Scanner**](https://www.geeksforgeeks.org/scanner-class-in-java/)**Class** – (easy, less typing, but not recommended very slow, In most of the cases we get TLE (time limit exceeded) while using scanner class.
2. [**BufferedReader**](https://www.geeksforgeeks.org/difference-between-scanner-and-bufferreader-class-in-java/)**–**(fast, but not recommended as it requires lot of typing): The Java.io.BufferedReader class reads text from a character-input stream, buffering characters so as to provide for the efficient reading of characters, arrays, and lines. With this method we will have to parse the value every time for desired type.

Reading multiple words from single line adds to its complexity because of the use of Stringtokenizer and hence this is not recommended

  BufferedReader br = new BufferedReader(

                              new InputStreamReader(System.in));

        StringTokenizer st = new StringTokenizer(br.readLine());

        int n = Integer.parseInt(st.nextToken());

        int k = Integer.parseInt(st.nextToken());

1. **Userdefined FastReader Class-**(which uses bufferedReader and StringTokenizer): This method uses the time advantage of BufferedReader and StringTokenizer and the advantage of user defined methods for less typing and therefore a faster input altogether.

static class FastReader

    {

        BufferedReader br;

        StringTokenizer st;

        public FastReader()

        {

            br = new BufferedReader(new

                     InputStreamReader(System.in));

        }

        String next()

        {

            while (st == null || !st.hasMoreElements())

            {

                try

                {

                    st = new StringTokenizer(br.readLine());

                }

                catch (IOException  e)

                {

                    e.printStackTrace();

                }

            }

            return st.nextToken();

        }

        int nextInt()

        {

            return Integer.parseInt(next());

        }

        long nextLong()

        {

            return Long.parseLong(next());

        }

        double nextDouble()

        {

            return Double.parseDouble(next());

        }

        String nextLine()

        {

            String str = "";

            try

            {

                str = br.readLine();

            }

            catch (IOException e)

            {

                e.printStackTrace();

            }

            return str;

        }

}

1. **String class in JAVA?**

Ans- In Java, objects of String are immutable which means a constant and cannot be changed once created.

**Creating a String**

There are two ways to create string in Java:

* ***String literal***

String s = “GeeksforGeeks”;

* **Using *new* keyword**

String s = new String (“GeeksforGeeks”);

**Constructors**

1. **String(byte[] byte\_arr)** – Construct a new String by decoding the *byte array*. It

byte[] b\_arr = {71, 101, 101, 107, 115};

String s\_byte =new String(b\_arr); //Geeks

1. **String(char[] char\_arr)** – Allocates a new String from the given *Character array*  
   **Example:**

char char\_arr[] = {'G', 'e', 'e', 'k', 's'};

String s = new String(char\_arr); //Geeks

1. **String(char[] char\_array, int start\_index, int count)** – Allocates a String from a given *character array* but choose *count* characters from the *start\_index*.  
   **Example:**

char char\_arr[] = {'G', 'e', 'e', 'k', 's'};

String s = new String(char\_arr , 1, 3); //eek

1. **String(StringBuffer s\_buffer)** – Allocates a new string from the string  *s\_buffer*  
   **Example:**

StringBuffer s\_buffer = new StringBuffer("Geeks");

String s = new String(s\_buffer); //Geeks

1. **String(StringBuilder s\_builder)** – Allocates a new string from the string in *s\_builder*  
   **Example:**

StringBuilder s\_builder = new StringBuilder("Geeks");

String s = new String(s\_builder); //Geeks

Method:

1. **int length():**Returns the number of characters in the String.

"GeeksforGeeks".length();  // returns 13

1. [**Char charAt(int i)**](https://www.geeksforgeeks.org/java-string-charat-method-example/)**:**Returns the character at ith index.

"GeeksforGeeks".charAt(3); // returns  ‘k’

1. [**String substring (int i)**](https://www.geeksforgeeks.org/substring-in-java/)**:**Return the substring from the ith index character to end.

"GeeksforGeeks".substring(3); // returns “ksforGeeks”

1. [**String substring (int i, int j)**](https://www.geeksforgeeks.org/substring-in-java/)**:**Returns the substring from i to j-1 index.

"GeeksforGeeks".substring(2, 5); // returns “eks”

1. [**String concat( String str)**](https://www.geeksforgeeks.org/java-string-concat-examples/)**:**Concatenates specified string to the end of this string.

String s1 = ”Geeks”;

String s2 = ”forGeeks”;

String output = s1.concat(s2); // returns “GeeksforGeeks”

1. **boolean equals( Object otherObj):**Compares this string to the specified object.

Boolean out = “Geeks”.equals(“Geeks”); // returns true

Boolean out = “Geeks”.equals(“geeks”); // returns false

1. [**boolean  equalsIgnoreCase (String anotherString)**](https://www.geeksforgeeks.org/equalsignorecase-in-java/)**:**Compares string to another string, ignoring case considerations.

Boolean out= “Geeks”.equalsIgnoreCase(“Geeks”); // returns true

Boolean out = “Geeks”.equalsIgnoreCase(“geeks”); // returns true

1. [**int compareTo( String anotherString)**](https://www.geeksforgeeks.org/java-lang-string-compareto/)**:**Compares two string lexicographically.

int out = s1.compareTo(s2);  // where s1 ans s2 are

// strings to be compared

This returns difference s1-s2. If :

out < 0 // s1 comes before s2

out = 0 // s1 and s2 are equal.

out > 0 // s1 comes after s2.

1. [**String toLowerCase()**](https://www.geeksforgeeks.org/java-string-tolowercase-examples/)**:**Converts all the characters in the String to lower case.

String word1 = “HeLLo”;

String word3 = word1.toLowerCase(); // returns “hello"

1. [**String toUpperCase()**](https://www.geeksforgeeks.org/java-touppercase-examples/)**:**Converts all the characters in the String to upper case.

String word1 = “HeLLo”;

String word2 = word1.toUpperCase(); // returns “HELLO”

1. [**String trim()**](https://www.geeksforgeeks.org/java-string-trim-method-example/)**:**Returns the copy of the String, by removing whitespaces at both ends. It does not affect whitespaces in the middle.

String word1 = “ Learn Share Learn “;

String word2 = word1.trim(); // returns “Learn Share Learn”

1. [**String replace (char oldChar, char newChar)**](https://www.geeksforgeeks.org/java-lang-string-replace-method-java/)**:**Returns new string by replacing all occurrences of oldChar with newChar.

String s1 = “feeksforfeeks“;

String s2 = “feeksforfeeks”.replace(‘f’ ,’g’); // returns “geeksgorgeeks”

1. **StringBuffer class in JAVA?**

Ans- String represents fixed-length, immutable character sequences while StringBuffer represents growable and writable character sequences.

Itwill automatically grow to make room for such additions and often has more characters preallocated than are actually needed, to allow room for growth.

**StringBuffer Constructors**

**StringBuffer( ):**It reserves room for 16 characters without reallocation.

StringBuffer s=**new** StringBuffer();

**StringBuffer( int size)**It accepts an integer argument that explicitly sets the size of the buffer.

StringBuffer s=**new** StringBuffer(20);

**StringBuffer(String str):**It accepts a **String**argument that sets the initial contents of the StringBuffer object and reserves room for 16 more characters without reallocation.

StringBuffer s=**new** StringBuffer("GeeksforGeeks");

**Methods:**

* 1. **length( ) and capacity( ):**The length of a StringBuffer can be found by the length( ) method, while the total allocated capacity can be found by the capacity( ) method.
  2. [**append( )**](https://www.geeksforgeeks.org/stringbuffer-append-method-in-java-with-examples/)**:**It is used to add text at the end of the existence text. Here are a few of its forms:

StringBuffer append(String str)

StringBuffer append(int num)

* 1. [**insert( )**](https://www.geeksforgeeks.org/stringbuffer-insert-java/)**:**It is used to insert text at the specified index position. These are a few of its forms:

StringBuffer insert(int index, String str)

StringBuffer insert(int index, char ch)

* 1. [**reverse( )**](https://www.geeksforgeeks.org/stringbuffer-reverse-method-in-java/)**:**It can reverse the characters within a StringBuffer object using **reverse( )**
  2. [**delete( )**](https://www.geeksforgeeks.org/stringbuffer-delete-method-in-java-with-examples/)**and [deleteCharAt( )](https://www.geeksforgeeks.org/stringbuffer-deletecharat-method-in-java/):**It can delete characters within a StringBuffer by using the methods **delete( )**and **deleteCharAt( )**

StringBuffer delete(int startIndex, int endIndex)

StringBuffer deleteCharAt(int loc)

* 1. [**replace( )**](https://www.geeksforgeeks.org/stringbuffer-replace-method-in-java-with-examples/)**:**The substring being replaced is specified by the indexes start Index and endIndex

StringBuffer replace(int startIndex, int endIndex, String str)

* 1. **char charAt(int index)**: This method returns the char value in this sequence at the specified index.  
     **Syntax:**

public char charAt(int index)

* 1. [**String substring(int start)**](https://www.geeksforgeeks.org/stringbuffer-substring-method-in-java-with-examples/): This method returns a new String that contains a subsequence of characters currently contained in this character sequence.

public String substring(int start)

public String substring(int start,int end)

* 1. [**CharSequence subSequence(int start, int end)**](https://www.geeksforgeeks.org/stringbuffer-subsequence-in-java-with-examples/): This method returns a new character sequence that is a subsequence of this sequence.  
     **Syntax:**

public CharSequence subSequence(int start, int end)

**Some Interesting facts:**

1. java.lang.StringBuffer extends (or inherits from) [Object class](https://www.geeksforgeeks.org/object-class-in-java/).
2. All Implemented Interfaces of StringBuffer class:Serializable, Appendable, CharSequence.
3. String buffers are safe for use by multiple threads.
4. **StringBuilder class in JAVA?**

Ans-The function of StringBuilder is very much similar to the StringBuffer class, as both of them provide an alternative to String Class by making a mutable sequence of characters.

However the StringBuilder class differs from the StringBuffer class on the basis of synchronization. The StringBuilder class provides no guarantee of synchronization whereas the StringBuffer class does.

StringBuilder will be faster under most implementations

**Constructors in Java StringBuilder:**

* **StringBuilder():** Constructs a string builder with no characters in it and an initial capacity of 16 characters.
* **StringBuilder(int capacity):** Constructs a string builder with no characters in it and an initial capacity specified by the capacity argument.
* **StringBuilder(CharSequence seq):** Constructs a string builder that contains the same characters as the specified CharSequence.
* **StringBuilder(String str):** Constructs a string builder initialized to the contents of the specified string.

**Note: Methods of StringBuffer and StringBuilder are same.**

1. **StringTokenizer class in Java?**

Ans- It is used to break a string into tokens.

**Constructor**

**StringTokenizer(String str) :**

**str** is string to be tokenized.

Considers default delimiters like new line, space, tab, carriage return and form feed.

**StringTokenizer(String str, String delim) :**

**delim** is set of delimiters that are used to tokenize the given string.

**StringTokenizer(String str, String delim, boolean flag):**

The first two parameters have same meaning. The flag serves following purpose.

If the **flag** is **false**, delimiter characters serve to separate tokens. For example, if string is "hello geeks" and delimiter is " ", then tokens are "hello" and "geeks".

If the **flag** is **true**, delimiter characters are considered to be tokens. For example, if string is "hello geeks" and delimiter is " ", then tokens are "hello", " " and "geeks".

|  |
| --- |
| *System.out.println("Using Constructor 1 - ");*  *StringTokenizer st1 = new StringTokenizer("Hello Geeks How are you", " ");*  *while (st1.hasMoreTokens())*  *System.out.println(st1.nextToken());*  *System.out.println("Using Constructor 2 - ");*  *StringTokenizer st2 = new StringTokenizer("JAVA : Code : String", " :");*  *while (st2.hasMoreTokens())*  *System.out.println(st2.nextToken());*  *System.out.println("Using Constructor 3 - ");*  *StringTokenizer st3 = new StringTokenizer("JAVA : Code : String", " :",  true);*  *while (st3.hasMoreTokens())*  *System.out.println(st3.nextToken());* |
|  |

**Output :**

Using Constructor 1 -

Hello

Geeks

How

are

you

Using Constructor 2 -

JAVA

Code

String

Using Constructor 3 -

JAVA

:

Code

:

String

**Method of this class-**

public boolean hasMoreTokens()

**Returns:** True if and only if next token to the current

position in the string exists, else false.

public String nextToken()

**Return:** the next token from the given StringTokenizer

if present.

**Throws:** NoSuchElementException - if no more token are left.

public int countTokens()

**Return :** the number of tokens remaining in the

string using the current delimiter set.

public Object nextElement() -> Work similar to nextToken() except it returns Object rather than String.

public Object hasMoreElement() -> Work similar to hasMoreToken() except it returns Object rather than String.

1. **How to initialize and compare the strings?**

**Ans-**

1. **Direct Initialization (String Constant)**: In this method, a String constant object will be created in String pooled area which is inside heap area in memory. As it is a **constant**, we can’t modify it, i.e. String class is **immutable**.

**Examples:**

String str = "GeeksForGeeks";

str = "geeks"; // This statement will make str

// point to new String constant("geeks")

// rather than modifying the previous

// String constant.

Note: If we again write **str = “GeeksForGeeks”** as next line, then it first check that if given String constant is present in String pooled area or not. If it present then str will point to it, otherwise creates a new String constant.

1. **Object Initialization (Dynamic)**: In this method, a String object will be created in heap area (not inside String pooled area as in upper case).

**Note:** If we again write **str = new String(“very”)**, then it will create a new object with value “very”, rather than pointing to the available objects in heap area with same value

**Comparing Strings and their References**

1. **equals() method:**It compares**values** of string for equality. Return type is boolean. In almost all the situation you can use useObjects.equals().
2. **== operator:**It compares **references not values**. Return type is boolean. == is used in rare situations where you know you’re dealing with interned strings.
3. **compareTo() method:**It compares values lexicographically and returns an integer value that describes if first string is less than, equal to or greater than second string.For example, if str1 and str2 are two string variables then if

**str1 == str2 :** return 0  
**str1 > str2 :** return a positive value  
**str1 < str2 :** return a negative value

Example:

*String s1 = "Ram";*

*String s2 = "Ram";*

*String s3 = new String("Ram");*

*String s4 = new String("Ram");*

*String s5 = "Shyam";*

*System.out.println(s1.equals(s2)); -> True*

*System.out.println(s1.equals(s3)); -> True*

*System.out.println(s1.equals(s5)); -> False*

*// System.out.println(nulls1.equals(nulls2)); -> Null Pointer Exception*

*System.out.println(s1 == s2); -> true*

*System.out.println(s1 == s3); -> False*

*System.out.println(s3 == s4); -> False*

*System.out.println(nulls1 == nulls2); ->True*

*System.out.println(s1.compareTo(s3)); -> 0*

*System.out.println(s1.compareTo(s5)); -> -1*

*// System.out.println(nulls1.compareTo(nulls2)); ->NPE*

1. **String, StringBuilder and StringBuffer?**

Ans-

* If a string is going to remain constant throughout the program, then use String class object because a String object is immutable.
* If a string can change (example: lots of logic and operations in the construction of the string) and will only be accessed from a single thread, using a StringBuilder is good enough.
* If a string can change, and will be accessed from multiple threads, use a StringBuffer because StringBuffer is synchronous so you have thread-safety.

**Conversion between types of strings in Java**

1. **From String to StringBuffer and StringBuilder : Just pass the string object to either one of them and it became editable.**

*String str = "Geeks";*

*StringBuffer sbr = new StringBuffer(str); // From string to stringBuffer*

*sbr.reverse();*

*System.out.println(sbr);*

*// conversion from String object to StringBuilder*

*StringBuilder sbl = new StringBuilder(str);*

*sbl.append("ForGeeks");*

*System.out.println(sbl);*

1. **From StringBuffer and StringBuilder to String :** This conversions can be perform using toString() method which is overridden in both StringBuffer and StringBuilder classes.

*StringBuffer sbr = new StringBuffer("Geeks");*

*StringBuilder sbdr = new StringBuilder("Hello");*

*// conversion from StringBuffer object to String*

*String str = sbr.toString();*

*System.out.println("StringBuffer object to String : ");*

*System.out.println(str);*

*// conversion from StringBuilder object to String*

*String str1 = sbdr.toString();*

*System.out.println("StringBuilder object to String : ");*

*System.out.println(str1);*

**C)****From StringBuffer to StringBuilder or vice-versa :**This conversion is tricky.There is no direct way to convert the same. In this case, We can use a String class object. We first convert StringBuffer/StringBuilder object to String using toString() method and then from String to StringBuilder/StringBuffer using constructors.

1. **Integer to String conversion and vice-versa**

Ans- Many ways for converting Integer to String-

1. **Integer.toString(int)**
2. **String.valueOf(int)**
3. Integer obj = new Integer(d);

 String str4 = obj.toString();

**From String to Integer**

public static int **parseInt(String s)** throws NumberFormatException

- This function parses the string argument as a signed

decimal integer.

public static int **parseInt(String s, int radix)** throws NumberFormatException

- This function parses the string argument as a signed

integer in the radix specified by the second argument.

**Exceptions:**  
NumberFormatException is thrown by this method if any of the following situations occurs:

For both the variants:

* String is null or of zero length
* The value represented by the string is not a value of type int
* Specifically for the parseInt(String s, int radix) variant of the function:
  + The second argument radix is either smaller than [Character.MIN\_RADIX](https://docs.oracle.com/javase/7/docs/api/java/lang/Character.html" \l "MIN_RADIX) or larger than [Character.MAX\_RADIX](https://docs.oracle.com/javase/7/docs/api/java/lang/Character.html" \l "MAX_RADIX)
  + Any character of the string is not a digit of the specified radix, except that the first character may be a minus sign ‘-‘ (‘\u002D’) or plus sign ‘+’ (‘\u002B’) provided that the string is longer than length 1

parseInt("20") returns 20

parseInt("+20") returns 20

parseInt("-20") returns -20

parseInt("20", 16) returns 16, (2)\*16^1 + (0)\*16^0 = 32

parseInt("2147483648", 10) throws a NumberFormatException

parseInt("99", 8) throws a NumberFormatException

as 9 is not an accepted digit of octal number system

parseInt("geeks", 28) throws a NumberFormatException

parseInt("geeks", 29) returns 11670324,

Number system with base 29 can have digits 0-9

followed by characters a,b,c... upto s

parseInt("geeksforgeeks", 29) throws a NumberFormatException as the

result is not an integer.

1. **Swap two string without using third variables.**

Ans-  *// append 2nd string to 1st*

*a = a + b;*

*// store intial string a in string b*

*b = a.substring(0,a.length()-b.length());*

*// store initial string b in string a*

*a = a.substring(b.length());*

1. Searching the character and substring in String?

Ans- there are following methods for searching character in String

1. It starts searching from beginning to the end of the string (from left to right) and returns the corresponding index if found otherwise returns -1.

int indexOf(char c)

**Note:** If given string contains multiple occurrence of specified character then it returns index of only first occurrence of specified character.

1. It starts searching backward from end of the string

public int lastIndexOf(char c)

// Accepts character as argument, Returns an

// index of the last occurrence specified

// characte

1. Returns the character existing at the specified index, indexNumber in the given string. If the specified index number does not exist in the string, the method throws an unchecked exception, StringIndexOutOfBoundsException.  
   Syntax:

char charAt(int indexNumber)

**Searching Substring in the String**

* The methods used for searching a character in the string which are mentioned above can also be used for searching the substring in the string.
  + int firstIndex = str.indexOf("Geeks");
  + System.out.println("First occurrence of char Geeks"+
    - * + " is found at : " + firstIndex);
* **contains(CharSequence seq):** It returns true if the String contains the specified sequence of char values otherwise returns false.

88) Compare two strings in Java?

Ans-

1. **Using String.equals() :**In Java, string equals() method compares the two given strings based on the data/content of the string

str1.equals(str2);

1. **String.equalsIgnoreCase() :** The [String.equalsIgnoreCase()](https://www.geeksforgeeks.org/equalsignorecase-in-java/) method compares two strings irrespective of the case (lower or upper) of the string
2. [**Using String.compareTo()**](https://www.geeksforgeeks.org/java-lang-string-compareto/)**:**

**Syntax:**

int str1.compareTo(String str2)

**Working:**  
It compares and returns the following values as follows:

1. if (string1 > string2) it returns a **positive value**.
2. if both the strings are equal lexicographically i.e.(string1 == string2) it returns **0**.
3. if (string1 < string2) it returns a **negative value**.

Note: One can use == operators for reference comparison **(address comparison)** and .equals() method for**content comparison**.

1. **Reverse a string?**

Ans-

* 1. **Converting String into Bytes:**getBytes() method is used to convert the input string into bytes[].  
     **Method:**

*// getBytes() method to convert string into bytes[].*

*byte [] strAsByteArray = input.getBytes();*

*//temp array to hold the result.*

*byte [] result = new byte [strAsByteArray.length];*

*// Store result in reverse order into the result byte[]*

*for (int i = 0; i<strAsByteArray.length; i++)*

*result[i] = strAsByteArray[strAsByteArray.length-i-1];*

* 1. **Using built in reverse() method of the StringBuilder class-**

*StringBuilder input1 = new StringBuilder();*

*// append a string into StringBuilder input1*

*input1.append(input);*

*// reverse StringBuilder input1*

*input1 = input1.reverse();*

* 1. **Converting String to character array:** using the built in Java String class method toCharArray().

*// convert String to character array by using toCharArray*

*char[] try1 = input.toCharArray();*

*for (int i = try1.length-1; i>=0; i--)*

*System.out.print(try1[i]);*

1. **Removing leading zeros from String?**

Ans- We use [StringBuffer](https://www.geeksforgeeks.org/g-fact-27-string-vs-stringbuilder-vs-stringbuffer/) class as [Strings are immutable](https://www.geeksforgeeks.org/string-class-in-java/).

1) Count leading zeros.  
2) Use StringBuffer replace function to remove characters equal to above count.

*// Count leading zeros*

*int i = 0;*

*while (i < str.length() && str.charAt(i) == '0')*

*i++;*

*// Convert str into StringBuffer as Strings are immutable.*

*StringBuffer sb = new StringBuffer(str);*

*// The  StringBuffer replace function removes*

*// i characters from given index (0 here)*

*sb.replace(0, i, "");*

1. **Remove the leading and trailing spaces?**

Ans- Using trim() method which is defined under the String class of java.lang package.

* It does not eliminated the middle spaces of the string.
* By calling the trim() method, a new String object is returned.

1. **Count no of words, lines and characters in text file**

**Ans**-

*File file = new File("C:\\Users\\Mayank\\Desktop\\1.txt");*

*FileInputStream fileStream = new FileInputStream(file);*

*InputStreamReader input = new InputStreamReader(fileStream);*

*BufferedReader reader = new BufferedReader(input);*

*String line;*

*// Initializing counters*

*int countWord = 0;*

*int sentenceCount = 0;*

*int characterCount = 0;*

*int paragraphCount = 1;*

*int whitespaceCount = 0;*

*// Reading line by line from the file until a null is returned*

*while((line = reader.readLine()) != null)*

*{*

*if(line.equals(""))*

*{*

*paragraphCount++;*

*}*

*if(!(line.equals("")))*

*{*

*characterCount += line.length();*

*// \\s+ is the space delimiter in java*

*String[] wordList = line.split("\\s+");*

*countWord += wordList.length;*

*whitespaceCount += countWord -1;*

*// [!?.:]+ is the sentence delimiter in java*

*String[] sentenceList = line.split("[!?.:]+");*

*sentenceCount += sentenceList.length;*

*}*

*}*

*System.out.println("Total word count = " + countWord);*

*System.out.println("Total number of sentences = " + sentenceCount);*

*System.out.println("Total number of characters = " + characterCount);*

*System.out.println("Number of paragraphs = " + paragraphCount);*

*System.out.println("Total number of whitespaces = " + whitespaceCount);*

1. **Check if string contains only alphabets?**

*Ans-* Match the string with the Regex using matches(). And the regex is ***^[a-zA-Z]\*$***

*public static boolean isStringOnlyAlphabet(String str)*

*{*

*return ((!str.equals(""))*

*&& (str != null)*

*&& (str.matches("^[a-zA-Z]\*$")));*

*}*

1. **a string contains only alphabets or not using ASCII values?**

*Ans-*

*if (str == null || str.equals("")) {*

*return false;*

*}*

*for (int i = 0; i < str.length(); i++) {*

*char ch = str.charAt(i);*

*if ((!(ch >= 'A' && ch <= 'Z')) && (!(ch >= 'a' && ch <= 'z'))) {*

*return false;*

*}*

*}*

*return true;*

1. **Arrays in JAVA?**

Ans- In Java all arrays are dynamically allocated. So we can find their length using member length.

The **size** of an array must be specified by an int value and not long or short.

In case of primitives data types, the actual values are stored in contiguous memory locations. In case of objects of a class, [the actual objects are stored in heap segment](https://www.geeksforgeeks.org/g-fact-46/).

type var-name[];

OR

type[] var-name;

When an array is declared, only a reference of array is created. To actually create or give memory to array, do this:

var-name = new type [size];

or in one step, do this

type[] var-name= new type [size];

**Note:** The elements in the array allocated by new will automatically be initialized to **zero** (for numeric types), **false** (for boolean), or **null** (for reference types).

***Array literals***

When the size of the array and variables of array are already known, array literals can be used.

int[] intArray = new int[]{ 1,2,3,4,5,6,7,8,9,10 };

or

int[] intArray = { 1,2,3,4,5,6,7,8,9,10 };

**Multidimensional Arrays**

Multidimensional arrays are **arrays of arrays** with each element of the array holding the reference of other array. These are also known as [Jagged Arrays](https://www.geeksforgeeks.org/jagged-array-in-java/).

int[][] intArray = new int[10][20]; //a 2D array or matrix

int[][][] intArray = new int[10][20][10]; //a 3D array

*// declaring and initializing 2D array*

*int arr[][] = { {2,7,9},{3,6,1},{7,4,2} };*

*// printing 2D array*

*for (int i=0; i< 3 ; i++)*

*{*

*for (int j=0; j < 3 ; j++)*

*System.out.print(arr[i][j] + " ");*

*System.out.println();*

*}*
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**Note: We can pass array as a parameter to method and also return it.**

**Cloning of arrays**

* When you clone a single dimensional array, such as Object[], a “deep copy” is performed with the new array containing copies of the original array’s elements as opposed to references.

//Will printfalse as deep copy is created for one-dimensional array

 System.out.println(intArray == cloneArray);
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* clone of a multidimensional array (like Object[][]) is a “shallow copy” however, which is to say that it creates only a single new array with each element array a reference to an original element array but subarrays are shared.
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1. **Array class in JAVA?**

**Ans-** The **Arrays** class in **java.util package** is a part of the **Java Collection Framework**. This class provides static methods to dynamically create and access **Java arrays.**

**Methods in Java Array:**

1. [**static <T> List<T> asList(T… a)**](https://www.geeksforgeeks.org/arrays-aslist-method-in-java-with-examples/): This method returns a fixed-size list backed by the specified Arrays.

*// Get the Array*

*int intArr[] = { 10, 20, 15, 22, 35 };*

*// To convert the elements as List*

*System.out.println("Integer Array as List: "*

*+ Arrays.asList(intArr));*

*}*

1. [**static int binarySearch(elementToBeSearched)**](https://www.geeksforgeeks.org/arrays-binarysearch-java-examples-set-1/)**:**

*// Get the Array*

*int intArr[] = { 10, 20, 15, 22, 35 };*

*Arrays.sort(intArr);*

*int intKey = 22;*

*System.out.println(intKey+ " found at index = "+ Arrays*

*.binarySearch(intArr, intKey));* }

1. **A final array means that the array variable which is actually a reference to an object, cannot be changed to refer to anything else, but the members of array can be modified.**

*int p = 20;*

*public static void main(String args[])*

*{*

*final Test t1 = new Test();*

*Test t2 = new Test();*

*t1 = t2;*

*System.out.println(t1.p);*

*}*

**Output: Compiler Error: cannot assign a value to final variable t1**

|  |
| --- |
| *int p = 20;*  *public static void main(String args[])*  *{*  *final Test t = new Test();*  *t.p = 30;*  *System.out.println(t.p);*  *}*  *}* |

**Output: 30**

1. **Interesting facts about array assignment**
   * 1. **For primitive data types :** In case of primitive type arrays, as array elements we can provide any type which can be **implicitly promoted to the declared type array**. Apart from that, if we are trying to use any other data-types then we will get compile-time error saying possible loss of precision.

*int[] arr = new int[3];*

*arr[0] = 1;*

*arr[1] = 'a'; //will store 97 here*

*byte b = 10;*

*arr[2] = b; //will store 10 as it is*

*// Assigning long value to int type. ->Possible loss of precision.*

*arr[0] = 10l;*

* + 1. **Object type Arrays :**If we are creating object type arrays then the elements of that arrays can be either declared type objects or it can be child class object.

*Number[] num = new Number[2];*

*num[0] = new Integer(10);*

*num[1] = new Double(20.5);*

// Here String is not the child class of Number class.

        num[2] = new String(“GFG”); //Compile time error- incompatible type

1. **Jagged Arrays?**

Ans- It is array of arrays such that member arrays can be of different sizes, i.e., we can create a 2-D arrays but with variable number of columns in each row

*// Declaring 2-D array with 2 rows*

*int arr[][] = new int[2][];*

*// Making the above array Jagged*

*// First row has 3 columns*

*arr[0] = new int[3];*

*// Second row has 2 columns*

*arr[1] = new int[2];*

*// Initializing array*

*int count = 0;*

*for (int i=0; i<arr.length; i++) {*

*for(int j=0; j<arr[i].length; j++)*

*arr[i][j] = count++;*

*}*

1. **Array vs ArrayList?**

**Ans-**

1. **Array:**Simple fixed sized arrays that we create in Java, like below

int arr[] = new int[10]

[**ArrayList**](https://www.geeksforgeeks.org/arraylist-in-java/)**:** Dynamic sized arrays in Java that implement List interface. One need not to mention the size of Arraylist while creating its object. Even if we specify some initial capacity, we can add more elements.

ArrayList<Type> arrL = new ArrayList<Type>();

Here Type is the type of elements in ArrayList to be created

1. Array can contain both primitive data types as well as objects of a class depending on the definition of the array. However, ArrayList only supports object entries, not the primitive data types.

Note: When we do arraylist.add(1); : it converts the primitive int data type into an Integer object.

1. In array, it depends whether the arrays is of primitive type or object type. In case of primitive types, actual values are contiguous locations, but in case of objects, allocation is similar to ArrayList.

Since ArrayList can’t be created for primitive data types, members of ArrayList are always references to objects at different memory locations

1. **Java provides a direct method Arrays.equals() to compare two arrays.**  the Arrays.equals() works fine and compares arrays contents. Now the questions, what if the arrays contain arrays inside them or some other references which refer to different object but have same values.

So Arrays.equals() is not able to do deep comparison. Java provides another method for this Arrays.deepEquals() which does deep comparison.

1. **ArrayList to array conversion in JAVA?**

**Ans- public Object[] toArray() -**It returns an array containing all of the elements in this list in the correct order.  We need to typecast it to Integer before using as Integer objects.

104) **Returning multiple values in JAVA?**

Ans- Java doesn’t support multi-value returns. We can use following solutions to return multiple values.

1. If all returned element are of same type, then use array.
2. If returned elements are of different type and are only 2 returned values then use Pair class which comes in JAVA 8-

// Returning a pair of values from a function

*public static Pair<Integer, String> getTwo()*

*{*

*return new Pair<Integer, String>(10, "GeeksforGeeks");*

*}*

*// Return multiple values from a method in Java 8*

*public static void main(String[] args)*

*{*

*Pair<Integer, String> p = getTwo();*

*System.out.println(p.getKey() + " " + p.getValue());*

*}*

**Methods provided by the javafx.util.Pair class**

* **Pair (K key, V value) :**Creates a new pair
* **boolean equals() :**It is used to compare two pair objects. It does a deep comparison, i.e., it compares on the basic of the values (<Key, Value>) which are stored in the pair objects.
* **String toString() :**This method will return the String representation of the Pair.
* **K getKey() :** It returns key for the pair.
* **V getValue() :** It returns value for the pair.
* **int hashCode() :** Generate a hash code for the Pair.

1. **If there are more than two returned values**  
   We can encapsulate all returned types into a class and then return an object of that class.
2. **Returning list of Object class**

*public static List<Object> getDetails()*

*{*

*String name = "Geek";*

*int age = 35;*

*char gender = 'M';*

*return Arrays.asList(name, age, gender);*

*}*

1. **Throwable fillInStackTrace()?**

Ans- The **fillInStackTrace()** method, of **java.lang.Throwable** class, records within this Throwable object information about the current state of the stack frames for the current thread. It means using this method one can see the Exception messages of the current method of a class, in which fillInStackTrace() method is called.

Using fillInStackTrace() only returns information of the active state of frames for the current thread. So when fillInStackTrace() is called, then the method returns details up to main method in which fillInStackTrace() method was called.

1. **Main() method variant?**

Ans-

**public:** JVM can execute the method from anywhere.

**static:** Main method can be called without object.

**void:** The main method doesn't return anything.

**main():** Name configured in the JVM.

**String[]:** Accepts the command line arguments.

1. **Order of Modifiers:** We can swap positions of static and public in main().

static public void main(String[] args)

1. We can place square brackets at different positions and we can use varargs (…) for string parameter.

public static void main(String[] args)

public static void main(String args[])

public static void main(String...args)

1. We can make String args[] as final or We can make main() as final

public static void main(final String[] args)

public final static void main(String[] args)

1. We can make main() synchronized.

public synchronized static void main(String[] args)

1. strictfp can be used to restrict floating point calculations.

public strictfp static void main(String[] args)

1. **Combinations of all above keyword to static main method:**

final static synchronized strictfp static void main(String[] args)

1. **Overloading Main method:**We can overload main() with different types of parameters

public static void main(String[] args)

{

System.out.println("Main Method String Array");

}

public static void main(int[] args)

{

System.out.println("Main Method int Array");

}

1. **Method Hiding of main(), but not Overriding:**Since main() is static, derived class main() hides the base class main

|  |
| --- |
| class A  {      public static void main(String[] args)      {          System.out.println("Main Method Parent");      }  }  class B extends A  {      public static void main(String[] args)      {          System.out.println("Main Method Child");      }  } **Note: Two classes, A.class and B.class are generated by Java Compiler javac. When we execute both the .class, JVM executes with no error.** |
|  |

1. **Variable arguments in Java?**

*Ans-* Java has included a feature that simplifies the creation of methods that need to take a variable number of arguments. Prior to JDK 5, variable length arguments could be handled into two ways- One was using overloading, other was using array argument.

*static void fun(int ...a)*

*{*

*System.out.println("Number of arguments: " + a.length);*

*// using for each loop to display contents of a*

*for (int i: a)*

*System.out.print(i + " ");*

*System.out.println();*

*}*

 // Calling the varargs method with different number of parameters

        fun(100);         // one parameter

        fun(1, 2, 3, 4);  // four parameters

        fun();            // no parameter

The … syntax tells the compiler that varargs has been used and these arguments should be stored in the **array referred to by a**.

Note: A method can have variable length parameters with other parameters too, but one should ensure that there exists only one varargs parameter that should be written last in the parameter list of the method declaration.

int nums(int a, float b, double … c)

**Error varags Example:**

* 1. Specifying two varargs in a single method:

void method(String... gfg, int... q)

{

// Compile time error as there are two varargs

}

* 1. Specifying varargs as the first parameter of method instead of last one:

void method(int... gfg, String q){

// Compile time error as vararg appear before normal argument

}

1. **Overloading main() in Java?**

Ans- The main method in Java is no extra-terrestrial method. Apart from the fact that main() is just like any other method & can be overloaded in a similar manner, JVM always looks for the method signature to launch the program.

* The normal main method acts as an entry point for the JVM to start the execution of program.
* We can overload the main method in Java. But the program doesn’t execute the overloaded main method when we run your program, we need to call the overloaded main method from the actual main method only.

 // Normal main()

    public static void main(String[] args) {

        System.out.println("Hi Geek (from main)");

        Test.main("Geek");

    }

    // Overloaded main methods

    public static void main(String arg1) {

        System.out.println("Hi, " + arg1);

        Test.main("Dear Geek","My Geek");

    }

    public static void main(String arg1, String arg2) {

        System.out.println("Hi, " + arg1 + ", " + arg2);

}

1. **Overriding the toString()?**

*Ans- class Complex {*

*private double re, im;*

*public Complex(double re, double im) {*

*this.re = re;*

*this.im = im;*

*}*

*}*

*// Driver class to test the Complex class*

*public class Main {*

*public static void main(String[] args) {*

*Complex c1 = new Complex(10, 15);*

*System.out.println(c1);*

*}*

*}*

**Output: Complex@19821f**

The default toString() method in Object prints “class name @ hash code”. We can override toString() method in our class to print proper output.

*/\* Returns the string representation of this Complex number. The format of string is "Re + iIm" where Re is real part and Im is imagenary part.\*/*

*@Override*

*public String toString() {*

*return String.format(re + " + i" + im);*

*}*

1. Since private methods are inaccessible, they are implicitly final in Java. So adding final specifier to a private method doesn’t add any value. It may in-fact cause unnecessary confusion.
2. **Although JAVA** [**strictly pass by value**](https://www.geeksforgeeks.org/g-fact-31-java-is-strictly-pass-by-value/)**, the precise effect differs between whether a**[**primitive type**](https://www.geeksforgeeks.org/data-types-in-java/)**or a reference type is passed. Java is kind of hybrid between pass-by-value and pass-by-reference**.

Ans- Java is strictly pass by value because We pass an int to the function “change()” and as a result the change in the value of that integer is not reflected in the main method. Like C/C++, Java creates a copy of the variable being passed in the method and then do the manipulations. Hence the change is not reflected in the main method. This happens in the case with primitives.

While in case of non-primitive, If we do not change the reference to refer some other object (or memory location), we can make changes to the members and these changes are reflected back as it creates a copy of references and pass it to method, but they still point to same memory reference.

When we pass a primitive type to a method, it is passed by value. But when we pass an object to a method, the situation changes dramatically, because objects are passed by what is effectively call-by-reference. Java does this interesting thing that’s sort of a hybrid between pass-by-value and pass-by-reference. Basically, a parameter cannot be changed by the function, but the function can ask the parameter to change itself via calling some method within it.

* While creating a variable of a class type, we only create a reference to an object. Thus, when we pass this reference to a method, the parameter that receives it will refer to the same object as that referred to by the argument.
* This effectively means that objects act as if they are passed to methods by use of call-by-reference.
* Changes to the object inside the method do reflect in the object used as an argument.

1. **java.lang.System.exit()** ?

Ans- This method exits current program by terminating running Java virtual machine. This method takes a status code. A non-zero value of status code is generally used to indicate abnormal termination.

public static void exit(int status)

**exit(0)** : Generally used to indicate successful termination.  
**exit(1) or exit(-1) or any other non-zero value** – Generally indicates unsuccessful termination.

**Note :**This method does not return any value.

1. **Constructor in JAVA?**

Ans-

* A constructor in Java cannot be abstract, final, static and Synchronized.
* There are no “return value” statements in constructor, but constructor returns current class instance. We can write ‘return’ inside a constructor.
* Constructor(s) must have the same name
* Constructor is called only once at the time of Object creation and are used to initialize the object’s state
* Java [automatically creates default constructor if there is no default or parameterized constructor written by user](https://www.geeksforgeeks.org/g-fact-26/),
* the default constructor automatically calls parent default constructor.
* default constructor in Java initializes member data variable to default values (numeric values are initialized as 0, booleans are initialized as *false*and references are initialized as *null*

1. In Java, non-static final variables can be assigned a value either in constructor or with the declaration.

But, static final variables cannot be assigned value in constructor; they must be assigned a value with their declaration.

// Since i is static final, it must be assigned value here or inside static block.

    static final int i;

    static

    {

        i = 10;

    }

1. **Copy Constructor?**

Ans- Like C++, Java also supports copy constructor. But, unlike C++, Java doesn’t create a default copy constructor if you don’t write your own.

*// copy constructor*

*Complex(Complex c) {*

*System.out.println("Copy constructor called");*

*re = c.re;*

*im = c.im;*

*}*

*Complex c1 = new Complex(10, 15);*

*// Following involves a copy constructor call*

*Complex c2 = new Complex(c1);*

*// Note that following doesn't involve a copy constructor call as*

*// non-primitive variables are just references.*

*Complex c3 = c2;*

1. **Constructor chaining in JAVA?**

*Ans-* Constructor chaining is the process of calling one constructor from another constructor with respect to current object.  
Constructor chaining can be done in two ways:

* **Within same class**: It can be done using **this()** keyword for constructors in same class
* **From base class:**by using **super()** keyword to call constructor from the base class.

Constructor chaining occurs through **inheritance**. A sub class constructor’s task is to call super class’s constructor first. This ensures that creation of sub class’s object starts with the initialization of the data members of the super class.

**Why do we need constructor chaining?**  
This process is used when we want to perform multiple tasks in a single constructor rather than creating a code for each task in a single constructor we create a separate constructor for each task and make their chain which makes the program more readable.

**Rules of constructor chaining:**

1. The **this()** expression should always be the first line of the constructor.
2. There should be at-least be one constructor without the this() keyword (constructor 3 in above example).
3. Constructor chaining can be achieved in any order.
4. Similar to constructor chaining in same class, **super()** should be the first line of the constructor as super class’s constructor are invoked before the sub class’s constructor.

**Alternative method : using Init block**:  
When we want certain common resources to be executed with every constructor we can put the code in the **[init block](https://www.geeksforgeeks.org/g-fact-26-the-initializer-block-in-java/)**. Init block is always executed before any constructor, whenever a constructor is used for creating a new object.

1. **Private constructor and Singleton classes?**

Ans-

**Do we need such ‘private constructors ‘ ?**

There are various scenarios where we can use private constructors. The major ones are

1. Internal Constructor chaining
2. Singleton class design pattern

***What is a Singleton class?***

As the name implies, a class is said to be singleton if it limits the number of objects of that class to one.

We can’t have more than a single object for such classes.

Singleton classes are employed extensively in concepts like Networking and Database Connectivity.

*class MySingleton*

*{*

*static MySingleton instance = null;*

*public int x = 10;*

*// private constructor can't be accessed outside the class*

*private MySingleton() {  }*

*// Factory method to provide the users with instances*

*static public MySingleton getInstance()*

*{*

*if (instance == null)*

*instance = new MySingleton();*

*return instance;*

*}*

*}*

1. Interview question on Constructor?

Ans-

* + 1. **Do we have destructors in Java?**  
       No, Because Java is a garbage collected language you cannot predict when (or even if) an object will be destroyed. Hence there is no direct equivalent of a destructor.
    2. **Can we call sub class constructor from super class constructor?**  
       No. There is no way in java to call sub class constructor from a super class constructor.
    3. **What happens if you keep a return type for a constructor?**  
       Ideally, Constructor must not have a return type. By definition, if a method has a return type, it’s not a constructor.([JLS8.8 Declaration](http://docs.oracle.com/javase/specs/#8.8)) It will be treated as a normal method. But compiler gives a warning saying that method has a constructor name. Example:

class GfG

{

int GfG()

{

return 0; // Warning for the return type

}

* + 1. **When do we need Constructor Overloading?**

Sometimes there is a need of initializing an object in different ways. This can be done using constructor overloading. For example, Thread class has 8 types of constructors. If we do not want to specify anything about a thread then we can simply use default constructor of Thread class, however if we need to specify thread name, then we may call the parameterized constructor of Thread class with a String args like this:

1. **What is exception?**

Ans- An exception is an unwanted or unexpected event, which occurs during the execution of a program i.e at run time, that disrupts the normal flow of the program’s instructions.

![](data:image/png;base64,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)

**How JVM handle an Exception?**

**Default Exception Handling:** Whenever inside a method, if an exception has occurred, the method creates an Object known as Exception Object and hands it off to the run-time system(JVM). The exception object contains name and description of the exception, and current state of the program where exception has occurred. Creating the Exception Object and handling it to the run-time system is called throwing an Exception. There might be the list of the methods that had been called to get to the method where exception was occurred. This ordered list of the methods is called **Call Stack.** Now the following procedure will happen.

* The run-time system searches the call stack to find the method that contains block of code that can handle the occurred exception. The block of the code is called **Exception handler**.
* The run-time system starts searching from the method in which exception occurred, proceeds through call stack in the reverse order in which methods were called.
* If it finds appropriate handler then it passes the occurred exception to it. Appropriate handler means the type of the exception object thrown matches the type of the exception object it can handle.
* If run-time system searches all the methods on call stack and couldn’t have found the appropriate handler then run-time system handover the Exception Object to **default exception handler**, which is part of run-time system. This handler prints the exception information in the following format and terminates program **abnormally**.

Exception in thread "xxx" Name of Exception : Description

... ...... .. // Call Stack

**How Programmer handles an exception?**

**Customized Exception Handling :**Java exception handling is managed via five keywords: **try**, **catch**, [**throw**](https://www.geeksforgeeks.org/throw-throws-java/), [**throws**](https://www.geeksforgeeks.org/throw-throws-java/), and **finally**. Briefly, here is how they work. Program statements that you think can raise exceptions are contained within a try block. If an exception occurs within the try block, it is thrown. Your code can catch this exception (using catch block) and handle it in some rational manner.

System-generated exceptions are automatically thrown by the Java run-time system. To manually throw an exception, use the keyword [throw](https://www.geeksforgeeks.org/throw-throws-java/).

Any exception that is thrown out of a method must be specified as such by a [throws](https://www.geeksforgeeks.org/throw-throws-java/) clause.

Any code that absolutely must be executed after a try block completes is put in a finally block.

* For each try block there can be zero or more catch blocks, but **only one** finally block.
* The finally block is optional. It always gets executed whether an exception occurred in try block or not . If exception occurs, then it will be executed after **try and catch blocks.** And if exception does not occur then it will be executed after the **try** block. The finally block in java is used to put important codes such as clean up code e.g. closing the file or closing the connection.

1. **Error vs Exception?**

Ans- **Error:**An Error indicates serious problem that a reasonable application should not try to catch.  
**Exception:**Exception indicates conditions that a reasonable application might try to catch.

1. **OutOfMemoryError Exception?**

Ans-This error is thrown when the Java Virtual Machine cannot allocate an object because it is out of memory, and no more memory could be made available by the garbage collector.

**OutOfMemoryError** usually means that you’re doing something wrong, either holding onto objects too long, or trying to process too much data at a time. Sometimes, it indicates a problem that’s out of your control, such as a third-party library that caches strings, or an application server that doesn’t clean up after deploys. And sometimes, it has nothing to do with objects on the heap.

The **java.lang.OutOfMemoryError exception** can also be thrown by native library code when a native allocation cannot be satisfied (for example, if swap space is low).

1. **Three different ways to print exception?**

Ans-

1. **java.lang.Throwable.printStackTrace() method :**By using this method, we will get name(e.g. java.lang.ArithmeticException) and description(e.g. / by zero) of an exception separated by colon, and stack trace (where in the code, that exception has occurred) in the next line.  
   **Syntax:**

public void printStackTrace()

Runtime Exception:

java.lang.ArithmeticException: / by zero

at Test.main(Test.java:9)

1. [**toString() method**](https://www.geeksforgeeks.org/overriding-tostring-method-in-java/)**:**By using this method, we will only get name and description of an exception. Note that this method is overridden in Throwable class.

Output:

java.lang.ArithmeticException: / by zero

1. **java.lang.Throwable.getMessage() method :**By using this method, we will only get description of an exception.

**Syntax:**

public String getMessage()

Output:

/ by zero

1. **Try catch finally block?**

Ans-

**Flow-1**

|  |
| --- |
| *try*  *{*  *int i = arr[4];*    *// this statement will never execute*  *// as exception is raised by above statement*  *System.out.println("Inside try block");*  *}*    *catch(ArrayIndexOutOfBoundsException ex)*  *{*  *System.out.println("Exception caught in catch block");*  *}*    *finally*  *{*  *System.out.println("finally block executed");*  *}*    *// rest program will be executed*  *System.out.println("Outside try-catch-finally clause");*  *}*  *}* |

Output:

Exception caught in catch block

finally block executed

Outside try-catch-finally clause

**Flow-2**

*try*

*{*

*int i = arr[4];*

*// this statement will never execute*

*// as exception is raised by above statement*

*System.out.println("Inside try block");*

*}*

*// not a appropriate handler*

*catch(NullPointerException ex)*

*{*

*System.out.println("Exception has been caught");*

*}*

*finally*

*{*

*System.out.println("finally block executed");*

*}*

*// rest program will not execute*

*System.out.println("Outside try-catch-finally clause");*

*}*

Output :

finally block executed

Run Time error:

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 4

at GFG.main(GFG.java:12)

1. Exception type?

Ans- Java exception are of 2 type- Build-in exception and user defined exception.

Built-in exceptions are the exceptions which are available in Java libraries. These exceptions are suitable to explain certain error situations. Below is the list of important built-in exceptions in Java.

1. **ArithmeticException**  
   It is thrown when an exceptional condition has occurred in an arithmetic operation.

**Example:**

int a = 30, b = 0;

      int c = a/b;  // cannot divide by zero

1. **ArrayIndexOutOfBoundsException**It is thrown to indicate that an array has been accessed with an illegal index. The index is either negative or greater than or equal to the size of the array.

**Example:**

int a[] = new int[5];

      a[6] = 9; // accessing 7th element in an array of size 5

1. **ClassNotFoundException**This Exception is raised when we try to access a class whose definition is not found
2. **FileNotFoundException**This Exception is raised when a file is not accessible or does not open.
3. **IOException**It is thrown when an input-output operation failed or interrupted
4. **InterruptedException**It is thrown when a thread is waiting , sleeping , or doing some processing , and it is interrupted.
5. **NoSuchFieldException**It is thrown when a class does not contain the field (or variable) specified
6. **NoSuchMethodException**It is thrown when accessing a method which is not found.
7. **NullPointerException**This exception is raised when referring to the members of a null object. Null represents nothing
8. **NumberFormatException**This exception is raised when a method could not convert a string into a numeric format.

**Example:**

// "akki" is not a number

      int num = Integer.parseInt ("akki") ;

1. **RuntimeException**This represents any exception which occurs during runtime.
2. **StringIndexOutOfBoundsException**It is thrown by String class methods to indicate that an index is either negative than the size of the string
3. **Catching base and derived class exception?**

Ans- If both base and derived classes are caught as exceptions then catch block of derived class must appear before the base class.

In Java, catching a base class exception before derived is not allowed by the compiler itself.

class Base extends Exception {}

class Derived extends Base  {}

public class Main {

  public static void main(String args[]) {

    try {

       throw new Derived();

    }

    catch(Base b) {}

    catch(Derived d) {}

  }

} -> ***fails in compilation with error message*“exception Derived has already been caught”**

1. **Checked vs unchecked exception?**

Ans- **Checked:** are the exceptions that are checked at compile time. If some code within a method throws a checked exception, then the method must either handle the exception or it must specify the exception using *throws*keyword.

For example, consider the following Java program that opens file at location “C:\test\a.txt” and prints the first three lines of it. The program doesn’t compile, because the function main() uses FileReader() and FileReader() throws a checked exception *FileNotFoundException*. It also uses readLine() and close() methods, and these methods also throw checked exception *IOException.*

To fix this, we either need to specify list of exceptions using throws, or we need to use try-catch block.

**Unchecked** are the exceptions that are not checked at compiled time. In Java exceptions under Error and RuntimeException classes are unchecked exceptions, everything else under throwable is checked.

+-----------+

| Throwable |

+-----------+

/ \

/ \

+-------+ +-----------+

| Error | | Exception |

+-------+ +-----------+

/ | \ / | \

\\_\_\_\_\_\_\_\_/ \\_\_\_\_\_\_/ \

+------------------+

unchecked checked | RuntimeException |

+------------------+

/ | | \

\\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/

unchecked

If a client can reasonably be expected to recover from an exception, make it a checked exception. If a client cannot do anything to recover from the exception, make it an unchecked exception.

1. Throw and Throws in Java?

Ans- The throw keyword in Java is used to explicitly throw an exception from a method or any block of code. We can throw either [checked or unchecked exception](https://www.geeksforgeeks.org/checked-vs-unchecked-exceptions-in-java/). The throw keyword is mainly used to throw custom exceptions.

**throw *Instance***

Example:

**throw new ArithmeticException("/ by zero");**

But this exception i.e, Instance must be of type **Throwable** or a subclass of **Throwable**.

The flow of execution of the program stops immediately after the throw statement is executed and the nearest enclosing **try** block is checked to see if it has a **catch** statement that matches the type of exception. If it finds a match, controlled is transferred to that statement otherwise next enclosing **try** block is checked and so on. If no matching**catch**is found then the default exception handler will halt the program.

|  |
| --- |
| *class ThrowExcep*  *{*  *static void fun()*  *{*  *try*  *{*  *throw new NullPointerException("demo");*  *}*  *catch(NullPointerException e)*  *{*  *System.out.println("Caught inside fun().");*  *throw e; // rethrowing the exception*  *}*  *}*    *public static void main(String args[])*  *{*  *try*  *{*  *fun();*  *}*  *catch(NullPointerException e)*  *{*  *System.out.println("Caught in main.");*  *}*  *}*  *}* |

Output:

Caught inside fun().

Caught in main.

**throws**

throws is a keyword in Java which is used in the signature of method to indicate that this method might throw one of the listed type exceptions. The caller to these methods has to handle the exception using a try-catch block.

We can use throws keyword to delegate the responsibility of exception handling to the caller (It may be a method or JVM) then caller method is responsible to handle that exception.

**Important points to remember about throws keyword:**

* throws keyword is required only for checked exception and usage of throws keyword for unchecked exception is meaningless.
* throws keyword is required only to convince compiler and usage of throws keyword does not prevent abnormal termination of program while try-catch prevents it.
* By the help of throws keyword we can provide information to the caller of the method about the exception.

1. **User-defined exception?**

Ans- Sometimes, the built-in exceptions in Java are not able to describe a certain situation like if balance in the account goes below 100rs, the program should throw the exception. In such cases, user can also create exceptions which are called ‘user-defined Exceptions’.

|  |
| --- |
| // A Class that represents use-defined expception  class MyException extends Exception  {      public MyException(String s)      {          // Call constructor of parent Exception          super(s);      }  }    // A Class that uses above MyException  public class Main  {      // Driver Program      public static void main(String args[])      {          try          {              // Throw an object of user defined exception              throw new MyException("GeeksGeeks");          }          catch (MyException ex)          {              System.out.println("Caught");                // Print the message from MyException object              System.out.println(ex.getMessage());          }      }  } |

Output:

Caught

GeeksGeeks

In the above code, constructor of MyException requires a string as its argument. The string is passed to parent class Exception’s constructor using super(). The constructor of [Exception](https://docs.oracle.com/javase/7/docs/api/java/lang/Exception.html) class can also be called without a parameter and call to super is not mandatory.

1. **Infinity or exception by 0?**

Ans-   double p = 1;

      System.out.println(p/0); -> Infinity

int p = 1;

      System.out.println(p/0); -> Exception in thread “main”:arithmetic

* In case of double/float division, the output is **Infinity**, the basic reason behind that it implements the floating point arithmetic algorithm which specifies a special values like “Not a number” OR “infinity” for “divided by zero cases” as per IEEE 754 standards.
* In case of integer division, it throws ArithmeticException.

1. **Multicatach in java?**

Ans-   
Prior to Java 7, we had to catch only one exception type in each catch block. So whenever we needed to handle more than one specific exception, but take same action for all exceptions, then we had to have more than one catch block containing the same code

In <= Java 6.0

*try*

*{*

*int n = Integer.parseInt(scn.nextLine());*

*if (99%n == 0)*

*System.out.println(n + " is a factor of 99");*

*}*

*catch (ArithmeticException ex)*

*{*

*System.out.println("Arithmetic " + ex);*

*}*

*catch (NumberFormatException ex)*

*{*

*System.out.println("Number Format Exception " + ex);*

*}*

In >= Java 7.0 it is possible for a single catch block to catch multiple exceptions by separating each with | (pipe symbol) in catch block.

*try*

*{*

*int n = Integer.parseInt(scn.nextLine());*

*if (99%n == 0)*

*System.out.println(n + " is a factor of 99");*

*}*

*catch (NumberFormatException | ArithmeticException ex)*

*{*

*System.out.println("Exception encountered " + ex);*

*}*

**Important points:**

* A catch block that handles multiple exception types creates no duplication in the bytecode generated by the compiler, that is, the bytecode has no replication of exception handlers.
* Single catch block can handle more than one type of exception. However, the base (or ancestor) class and subclass (or descendant) exceptions cannot be caught in one statement. For Example

// Not Valid as Exception is an ancestor of

// NumberFormatException

catch([NumberFormatException](https://docs.oracle.com/javase/7/docs/api/java/lang/NumberFormatException.html) | Exception ex)

1. **Chained exception in JAVA?**

Ans- Chained Exceptions allows to relate one exception with another exception, i.e one exception describes cause of another exception.

For example, consider a situation in which a method throws an ArithmeticException because of an attempt to divide by zero but the actual cause of exception was an I/O error which caused the divisor to be zero. The method will throw only ArithmeticException to the caller. So the caller would not come to know about the actual cause of exception.

**Constructors**Of Throwable class Which support chained exceptions in java :

1. Throwable(Throwable cause) :- Where cause is the exception that causes the current exception.
2. Throwable(String msg, Throwable cause) :- Where msg is the exception message and cause is the exception that causes the current exception.

**Methods** Of Throwable class Which support chained exceptions in java :

1. getCause() method :- This method returns actual cause of an exception.
2. initCause(Throwable cause) method :- This method sets the cause for the calling exception.

try

        {

            // Creating an exception

            NumberFormatException ex =

                       new NumberFormatException("Exception");

            // Setting a cause of the exception

            ex.initCause(new NullPointerException(

                      "This is actual cause of the exception"));

            // Throwing an exception with cause.

            throw ex;

        }

        catch(NumberFormatException ex)

        {

            // displaying the exception

            System.out.println(ex);

            // Getting the actual cause of the exception

            System.out.println(ex.getCause());

        }

Output:

java.lang.NumberFormatException: Exception

java.lang.NullPointerException: This is actual cause of the exception

1. **Interface in JAVA?**

Ans- Interfaces specify what a class must do and not how. It is the blueprint of the class.

It is used to provide total abstraction. That means all the methods in interface are declared with empty body and are public and all fields are public, static and final by default.

**New features added in interfaces in JDK 8**

1. Prior to JDK 8, interface could not define implementation. We can now add default implementation for interface methods. This default implementation has special use and does not affect the intention behind interfaces.

Suppose we need to add a new function in an existing interface. Obviously the old code will not work as the classes have not implemented those new functions. So with the help of default implementation, we will give a default body for the newly added functions. Then the old codes will still work.

/ An example to show that interfaces can

// have methods from JDK 1.8 onwards

interface in1

{

    final int a = 10;

    default void display()

    {

        System.out.println("hello");

    }

}

|  |
| --- |
| // A class that implements interface.  class testClass implements in1  {      // Driver Code      public static void main (String[] args)      {          testClass t = new testClass();          t.display();      }  } |

Output :

hello

1. Another feature that was added in JDK 8 is that we can now define static methods in interfaces which can be called independently without an object. Note: these methods are not inherited.

|  |
| --- |
| / An example to show that interfaces can  // have methods from JDK 1.8 onwards  interface in1  {      final int a = 10;      static void display()      {          System.out.println("hello");      }  }    // A class that implements interface.  class testClass implements in1  {      // Driver Code      public static void main (String[] args)      {          in1.display();      }  }  **Output:hello** |
|  |

**Important points about interface or summary of article:**

* We can’t create instance (interface can’t be instantiated) of interface but we can make reference of it that refers to the Object of its implementing class.
* A class can implement more than one interface.
* An interface can extends another interface or interfaces (more than one interface) .
* A class that implements interface must implements all the methods in interface.
* All the methods are public and abstract. And all the fields are public, static, and final and they must be initialized.
* It is used to achieve multiple inheritance.
* It is used to achieve loose coupling.

**New features added in interfaces in JDK 9**  
From Java 9 onwards, interfaces can contain following also

1. Static methods
2. Private methods
3. Private Static methods
4. the classes and interfaces themselves can have only two access specifiers when declared outside any other class.  
   1) public  
   2) default (when no access specifier is specified).

We cannot declare class/interface with private or protected access specifiers. For example, following program fails in compilation.

|  |
| --- |
| //filename: Main.java  protected class Test {}    public class Main {    public static void main(String args[]) {      }  } |
|  |

**Note : Nested interfaces and classes can have all access specifiers.**

1. **Abstract class?**

Ans-

* 1. an instance of an abstract class cannot be created, we can have references of abstract class type though.
  2. an abstract class can contain constructors in Java. And a constructor of abstract class is called when an instance of a inherited class is created.

|  |
| --- |
| // An abstract class with constructor  abstract class Base {      Base() { System.out.println("Base Constructor Called"); }      abstract void fun();  }  class Derived extends Base {      Derived() { System.out.println("Derived Constructor Called"); }      void fun() { System.out.println("Derived fun() called"); }  }  class Main {      public static void main(String args[]) {         Derived d = new Derived();      }  } |

Output:

Base Constructor Called

Derived Constructor Called

* 1. In Java, we can have an abstract class without any abstract method. This allows us to create classes that cannot be instantiated, but can only be inherited
  2. Abstract classes can also have final methods (methods that cannot be overridden).

Interview question on abstract class

1. **Is it possible to create abstract methods in final class?**

Ans- it's not possible to have an abstract method in a final class in Java. because as soon as you declare an abstract method in a Java class, as per Java specification, the class automatically becomes an abstract class and it's not possible to make an abstract class final in Java. It will throw a compile time error.

1. **can an abstract class have static methods in Java?**

Ans- The answer is yes, there is no problem with declaring a [static method](http://javarevisited.blogspot.sg/2013/11/difference-between-static-vs-non-static-method-java.html) inside an abstract class in Java because you don't need to instantiate a class to use the static method, you can just call them by using the class name.

1. **Difference between abstract class and interface?**

Ans-

1. abstract keyword is used to create an abstract class and it can be used with methods also whereas interface keyword is used to create interface and it can’t be used with methods.
2. Abstract classes can have methods with implementation whereas interface provides absolute abstraction and can’t have any method implementations. Note that from [Java 8](https://www.journaldev.com/2389/java-8-features-with-examples) onwards, we can create default and static methods in interface that contains the method implementations.
3. Abstract classes can have constructors but interfaces can’t have constructors.
4. Abstract classes methods can have access modifiers as public, private, protected, static but interface methods are implicitly public and abstract, we can’t use any other access modifiers with interface methods.
5. A subclass can extend only one abstract class but it can implement multiple interfaces.
6. Abstract classes can extend other class and implement interfaces but interface can only extend other interfaces, it cannot implement other interfaces.
7. We can run an abstract class if it has main() method but we can’t run an interface because they can’t have main method implementation.
8. **when Interfaces are the best choice and when can we use abstract classes?**

Ans-

1. Java doesn’t support multiple class level inheritance, so every class can extend only one superclass. But a class can implement multiple interfaces. So most of the times Interfaces are a good choice for providing the base for class hierarchy and contract. Also coding in terms of interfaces is one of the best practices for coding in java.
2. If there are a lot of methods in the contract, then abstract class is more useful because we can provide a default implementation for some of the methods that are common for all the subclasses. Also if subclasses don’t need to implement a particular method, they can avoid providing the implementation but in case of interface, the subclass will have to provide the implementation for all the methods even though it’s of no use and implementation is just empty block.
3. If our base contract keeps on changing then interfaces can cause issues because we can’t declare additional methods to the interface without changing all the implementation classes, with the abstract class we can provide the default implementation and only change the implementation classes that are actually going to use the new methods.

**Note:** From Java 8 onwards, we can have method implementations in the interfaces. We can create default as well as static methods in the interfaces and provide an implementation for them. This has bridged the gap between abstract classes and interfaces and now interfaces are the way to go because we can extend it further by providing default implementations for new methods.

1. **Comparator interface in JAVA?**

Ans- Comparator interface is used to order the objects of user-defined classes.

A comparator object is capable of comparing two objects of two different classes.

public int compare(Object obj1, Object obj2):

Suppose we have an array/arraylist of our own class type, containing fields like rollno, name, address, DOB etc and we need to sort the array based on Roll no or name?

**Method 1**: One obvious approach is to write our own sort() function using one of the standard algorithms. This solution requires rewriting the whole sorting code for different criterion like Roll No. and Name.

**Method 2:**Using comparator interface- Comparator interface is used to order the objects of user-defined class. This interface is present in java.util package and contains 2 methods compare(Object obj1, Object obj2) and equals(Object element). Using comparator, we can sort the elements based on data members. For instance it may be on rollno, name, age or anything else.

Method of Collections class for sorting List elements is used to sort the elements of List by the given comparator.

// To sort a given list. ComparatorClass must implement

// Comparator interface.

public void sort(List list, ComparatorClass c)

**How does Collections.Sort() work?**  
Internally the Sort method does call Compare method of the classes it is sorting. To compare two elements, it asks “Which is greater?” Compare method returns -1, 0 or 1 to say if it is less than, equal, or greater to the other.

// A class to represent a student.

class Student

{

    int rollno;

    String name, address;

    public Student(int rollno, String name, Sring address)

    {

        this.rollno = rollno;

        this.name = name;

        this.address = address;

    }

      // Used to print student details in main()

    public String toString()

    {

        return this.rollno + " " + this.name + " " + this.address;

    }

}

class Sortbyroll implements Comparator<Student>

{

    // Used for sorting in ascending order of

    // roll number

    public int compare(Student a, Student b)

    {

        return a.rollno - b.rollno;

    }

}

class Sortbyname implements Comparator<Student>

{

    // Used for sorting in ascending order of

    // roll name

    public int compare(Student a, Student b)

    {

        return a.name.compareTo(b.name);

    }

}

// Driver class

class Main

{

    public static void main (String[] args)

    {

        ArrayList<Student> ar = new ArrayList<Student>();

        ar.add(new Student(111, "bbbb", "london"));

        ar.add(new Student(131, "aaaa", "nyc"));

        ar.add(new Student(121, "cccc", "jaipur"));

        System.out.println("Unsorted");

        for (int i=0; i<ar.size(); i++)

            System.out.println(ar.get(i))

Collections.sort(ar, new Sortbyroll());

        System.out.println("\nSorted by rollno");

        for (int i=0; i<ar.size(); i++)

            System.out.println(ar.get(i));

        Collections.sort(ar, new Sortbyname());

        System.out.println("\nSorted by name");

        for (int i=0; i<ar.size(); i++)

            System.out.println(ar.get(i));

|  |
| --- |
| }  } |

Output:

Unsorted

111 bbbb london

131 aaaa nyc

121 cccc jaipur

Sorted by rollno

111 bbbb london

121 cccc jaipur

131 aaaa nyc

Sorted by name

131 aaaa nyc

111 bbbb london

121 cccc jaipu

Note: for descending order just change the positions of a and b in above compare method.

## Sort collection by more than one field:

If we have a requirement to sort ArrayList objects in accordance with more than one fields like firstly sort, according to student name and secondly sort according to student age.

static class CustomerSortingComparator implements Comparator<Student> {

        @Override

        public int compare(Student customer1, Student customer2) {

            // for comparison

            int NameCompare = customer1.getName().compareTo(customer2.getName());

            int AgeCompare = customer1.getAge().compareTo(customer2.getAge());

            // 2-level comparison using if-else block

            if (NameCompare == 0) {

                return ((AgeCompare == 0) ? NameCompare : AgeCompare);

            } else {

                return NameCompare;

            }

        }

    }

1. **There is a rule that**[**every member of interface is only and only public whether you define or not**](https://www.geeksforgeeks.org/g-fact-73/)**.** So when we define the method of the interface in a class implementing the interface, we have to give it public access as [child class can’t assign the weaker access to the methods](https://www.geeksforgeeks.org/g-fact-69/). If we change fun() to anything other than public in class B, we get compiler error “attempting to assign weaker access privileges; was public”
2. We can declare interfaces as member of a class or another interface. Such an interface is called as member interface or nested interface.

The access specifier in above example is default. We can assign public, protected or private also.

**Interface in class:**

class Test

{

    interface Yes

    {

        void show();

    }

}

class Testing implements Test.Yes

{

    public void show()

    {

        System.out.println("show method of interface");

    }

}

**Interface in interface:**

interface Test

{

   interface Yes

   {

      void show();

   }

}

class Testing implements Test.Yes

{

   public void show()

   {

      System.out.println("show method of interface");

   }

}

**Note: In the above example, access specifier is public even if we have not written public. If we try to change access specifier of interface to anything other than public, we get compiler error.**

1. **Inner class in Java?**

# Ans- Inner class means one class which is a member of another class. There are basically four types of inner classes in java.

1. **Nested Inner class** can access any private instance variable of outer class. Like any other instance variable, we can have access modifier private, protected, public and default modifier.

we can’t have static method in a nested inner class because an inner class is implicitly associated with an object of its outer class so it cannot define any static method for itself.

1. **Method Local inner classes**: Inner class can be declared within a method of an outer class.

class Outer {

    void outerMethod() {

        System.out.println("inside outerMethod");

        // Inner class is local to outerMethod()

        class Inner {

            void innerMethod() {

                System.out.println("inside innerMethod");

            }

        }

        Inner y = new Inner();

        y.innerMethod();

    }

}

**Note :**Local inner class cannot access non-final local variable till JDK 1.7*. It  generates compiler error (Note that x is not final in outerMethod() and innerMethod() tries to access it)*

Since JDK 1.8, it is possible to access the non-final local variable in method local inner class.

**Method local inner class can’t be marked as private, protected, static and transient but can be marked as abstract and final, but not both at the same time**.

1. **Anonymous inner classes:** Anonymous inner classes are declared without any name at all. They are created in two ways.
   1. As subclass of specified type

|  |
| --- |
| class Demo {     void show() {        System.out.println("i am in show method of super class");     }  }  class Flavor1Demo {     //  An anonymous class with Demo as base class     static Demo d = new Demo() {         void show() {             super.show();             System.out.println("i am in Flavor1Demo class");         }     };     public static void main(String[] args){         d.show();     }  } |

Output

i am in show method of super class

i am in Flavor1Demo class

* 1. *As implementer of the specified interface*

|  |
| --- |
| class Flavor2Demo {        // An anonymous class that implements Hello interface      static Hello h = new Hello() {          public void show() {              System.out.println("i am in anonymous class");          }      };        public static void main(String[] args) {          h.show();      }  }    interface Hello {      void show();  } |

Output:

i am in anonymous class

1. **Static nested class:** discussed in next question
2. **Nested class in Java?**

**Ans-** In java, it is possible to define a class within another class, such classes are known as nested classes. They enable you to logically group classes that are only used in one place, thus this increases the use of [encapsulation](https://www.geeksforgeeks.org/encapsulation-in-java/),  and create more readable and maintainable code.

A nested class has access to the members, including private members, of the class in which it is nested. However, reverse is not true i.e. the enclosing class does not have access to the members of the nested class.

* a nested class can be declared *private*, *public*, *protected*, or *package private*(default).
* Nested classes are divided into two categories:
  1. **static nested class :**Nested classes that are declared *static* are called static nested classes.
  2. **inner class :**An inner class is a non-static nested class

**Static nested classes**

* As with class methods and variables, a static nested class is associated with its outer class. And like static class methods, a static nested class cannot refer directly to instance variables or methods defined in its enclosing class: it can use them only through an object reference.  
  They are accessed using the enclosing class name.

OuterClass.StaticNestedClass

For example, to create an object for the static nested class, use this syntax:

OuterClass.StaticNestedClass nestedObject =

new OuterClass.StaticNestedClass();

**Inner classes:**

**There are two special kinds of inner classes :**

1. [Local inner classes](https://www.geeksforgeeks.org/local-inner-class-java/)
2. [Anonymous inner classes](https://www.geeksforgeeks.org/anonymous-inner-class-java/)

To instantiate an inner class, you must first instantiate the outer class. Then, create the inner object within the outer object with this syntax:

OuterClass.InnerClass innerObject = outerObject.new InnerClass();

**Difference between static and inner(non-static nested) classes**

* Static nested classes do not directly have access to other members(non-static variables and methods) of the enclosing class because as it is static, it must access the non-static members of its enclosing class through an object. That is, it cannot refer to non-static members of its enclosing class directly. Because of this restriction, static nested classes are seldom used.
* Non-static nested classes (inner classes) has access to all members(static and non-static variables and methods, including private) of its outer class and may refer to them directly in the same way that other non-static members of the outer class do.

1. **Functional interface in JAVA?**

Ans- A functional interface is an interface that contains only one abstract method. They can have only one functionality to exhibit.

From Java 8 onwards, [lambda expressions](https://www.geeksforgeeks.org/lambda-expressions-java-8/) can be used to represent the instance of a functional interface. A functional interface can have any number of default methods.

***Runnable***, ***ActionListener***, ***Comparable*** are some of the examples of functional interfaces.

Before Java 8, we had to create anonymous inner class objects or implement these interfaces.

|  |
| --- |
| // Java program to demonstrate functional interface    class Test  {      public static void main(String args[])      {          // create anonymous inner class object          new Thread(new Runnable()          {              @Override              public void run()              {                  System.out.println("New thread created");              }          }).start();      }  } |

**Java 8 onwards, we can assign**[**lambda expression**](https://www.geeksforgeeks.org/lambda-expressions-java-8/)**to its functional interface object like this:**

|  |
| --- |
| class Test  {    public static void main(String args[])    {      // lambda expression to create the object  **new Thread(()->**  **{System.out.println("New thread created");}).start**();    }  } |

**@FunctionalInterface Annotation**  
@FunctionalInterface annotation is used to ensure that the functional interface can’t have more than one abstract method.

In case more than one abstract methods are present, the compiler flags an ‘Unexpected @FunctionalInterface annotation’ message.

However, it is not mandatory to use this annotation.

|  |
| --- |
| // Java program to demonstrate lamda expressions to implement  // a user defined functional interface.    @FunctionalInterface  interface Square  {      int calculate(int x);  } |

**Note: The java.util.function package contains many built-in functional interfaces in Java 8.**

1. **Marker interface in JAVA?**

**Ans- I**t is an empty interface (no field or methods). Examples of marker interface are Serializable, Clonnable and Remote interface. All these interfaces are empty interfaces.

public interface Serializable

{

// nothing here

}

Marker interface is used as a tag to inform a message to the Java compiler so that it can add special behavior to the class implementing it.

When a Java class is to be serialized, you should intimate the Java compiler in some way that there is a possibility of serializing this java class. In this scenario, marker interfaces are used.

We cannot create marker interfaces, as you cannot instruct JVM to add special behavior to all classes implementing (directly) that special interface.

Example of it are-

1. **Cloneable interface** : Cloneable interface is present in java.lang package. There is a method clone() in [Object](https://www.geeksforgeeks.org/object-class-in-java/) class. A class that implements the Cloneable interface indicates that it is legal for clone() method to make a field-for-field copy of instances of that class.  
   Invoking Object’s clone method on an instance of the class that does not implement the Cloneable interface results in an exception CloneNotSupportedException being thrown. By convention, classes that implement this interface should override Object.clone() method.

class A implements Cloneable

{

    int i;

    String s;

    // A class constructor

    public A(int i,String s)

    {

        this.i = i;

        this.s = s;

    }

// Overriding clone() method by simply calling Object class clone()

    @Override

    protected Object clone() throws CloneNotSupportedException

    {

        return super.clone();

    }

}

*A a = new A(20, "GeeksForGeeks");*

*// cloning 'a' and holding new cloned object reference in b*

*// down-casting as clone() return type is Object*

*A b = (A)a.clone();*

1. **Serializable interface** : Serializable interface is present in java.io package. It is used to make an object eligible for saving its state into a file. Classes that do not implement this interface will not have any of their state serialized or deserialized.

|  |
| --- |
| // By implementing Serializable interface we make sure that state of instances of class A can be saved in a file.  class A implements Serializable  {      int i;      String s;        // A class constructor      public A(int i,String s)      {          this.i = i;          this.s = s;      }  }    public class Test  {      public static void main(String[] args)        throws IOException, ClassNotFoundException      {          A a = new A(20,"GeeksForGeeks");            // Serializing 'a'          FileOutputStream fos = new FileOutputStream("xyz.txt");          ObjectOutputStream oos = new ObjectOutputStream(fos);          oos.writeObject(a);            // De-serializing 'a'          FileInputStream fis = new FileInputStream("xyz.txt");          ObjectInputStream ois = new ObjectInputStream(fis);          A b = (A)ois.readObject();//down-casting object            System.out.println(b.i+" "+b.s);            // closing streams          oos.close();          ois.close();      }  } |

Output:

20 GeeksForGeeks

1. **Remote interface** : Remote interface is present in java.rmi package. A remote object is an object which is stored at one machine and accessed from another machine. So, to make an object a remote object, we need to flag it with Remote interface.

Here, Remote interface serves to identify interfaces whose methods may be invoked from a non-local virtual machine.

Any object that is a remote object must directly or indirectly implement this interface. RMI ([Remote Method Invocation](https://www.geeksforgeeks.org/remote-method-invocation-in-java/)) provides some convenience classes that remote object implementations can extend which facilitate remote object creation.

1. **Static methods in Interface?**

**Ans- Static Methods** in **Interface**are those methods, which are defined in the interface with the keyword static. Unlike other methods in Interface, these static methods contain the complete definition of the function.

And since the definition is complete and the method is static, therefore these methods cannot be overridden or changed in the implementation class.

|  |
| --- |
| // Java program to demonstrate scope of static method in Interface.    interface PrintDemo {        // Static Method      static void hello()      {          System.out.println("Called from Interface PrintDemo");      }  }    public class InterfaceDemo implements PrintDemo {        public static void main(String[] args)      {            // Call Interface method as Interface name is preceeding with method          PrintDemo.hello();            // Call Class static method          hello();      }        // Class Static method is defined      static void hello()      {          System.out.println("Called from Class");      }  } |

**Output:**

Called from Interface PrintDemo

Called from Class

*If same name method is implemented in the implementation class then that method becomes a static member of that respective class. Static method don’t get overridden.*